**Data Structures**

**(CSL 209)**

**Lab Practical Workbook**

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAgAAAQABAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCAHnA3YDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD3+iiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACijNJkeoouAtFRPcQxDLyoo9SwFVjrGmg4N/bf8Af1f8ahzit2UoSeyL1FZcniHSY+t7Ef8Ad+b+VRHxTo4/5e/yjb/CoeIpLeS+8tYeq9ov7jZorDPizSB0uGP/AGzb/Co28YaWOjSt9ENS8VQ/mRX1Wv8AyP7joKK5s+NNOGcR3B+ij/Gm/wDCbaf/AM8Ln/vlf8an65Q/mRX1Ov8AyM6aiuZ/4TbT/wDnhc/98r/jSjxrp56w3A+qj/Gj67Q/mQfU6/8AIzpaK51fGWmHGRMPqn/16lXxbpJ6zOPrGapYug/tIX1Sv/IzdorFHivRz/y9EfWNv8KevibSGOBeL+KsP6U/rFF/aX3kvDVl9h/ca9FUF1rTGGRf2/4yAVLFqFnPxFdQv/uuDWiqQezRm6c1ui1RSBlPIYH8aMj1qrokWiiimAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUVHLPFCheWRUUdSxwKTaW4JX2JKKx7jxNpVvkG6V2xnEYLZ/EcVlz+OIV4t7OR/d2C/41zzxdGG8johhK8/hizrKTgV5/P4w1OUER+VEOxVcn9SR+lUX1LWL5iftF1JntHkD8l4rllmdPaKbOqOV1d5NI9KluIbdC80qRqP4mYAVQm8RaTB969jP+5lv5Zrz3+zdRkJb7FdMTzkxNz+lSpoeqSHC2M34rj+dYyzGu/gpm8cuoL46h1s3jPTo2KxpPL/tKoAP5kH9KpSeOeSI7DI7Fpf8A61Yw8MayeRZH8ZF/xo/4RfWf+fM/9/E/xrGWKx0totfI2jhcBHeSfzLb+M9SbO2O3UdsKSR+tVX8Uaw5/wCPvaPQIv8AhSf8IvrP/Pkf+/if40f8IvrP/Pkf+/if41hKWNlvzfibxjgY7cv4FV9W1GRiWvrjJ9JCB+lVZJ5ZTmSV3P8AtMTWp/wi+s/8+Z/7+J/jQfDGsgf8eR/7+J/jWLpYmW6f4m0auFj8LX4GRRWg+hapH96xm/4CM/yqI6XqC9bG5/79N/hWTo1VvFmqrUntJFSipZLeeEfvYZE/3kIqKs3Frc1Uk9gooopDCiiigAooooAKKKKACiiigAoooouFhQxU5UkfSrCahexjCXlwo9BKR/Wq1FUpyWzJlTjLdGnF4h1aFdqXshH+0A38watxeL9Vj+88Un++n+GKwaK1jiq0dpMxlhKEt4I6qHxvcKv7+zjc+qOV/wAauxeN7Uj97azKf9ghv5kVxFFbxzHER63MJZbh5dLHo0PirSJQubkox7Oh4/HGK0INTsblgkN3C7HoquCfyrymiuiGb1F8UUc88npv4ZNHsGR6iivJYby6txiG5mjHojkVpQeKNWgwDcCRQMYkQH9Rz+tdUM2pv4lY5Z5RVXwtM9JoribfxvMoAuLNH5+9GxXA+hz/ADrVt/GOmS/60yw/76Z/lmuqGOoT2kck8DiIbxOhoqpb6lZXZxBcxSH0Vxn8qtZHrXVGUZapnK4uLs0LRRRVCCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiikJA70AFIWCjJIAHc1ian4x8O6QXW91e1SRDtaNX3up91XJ/SuN1P4v8AhuF2FpY3V/IhyjuoRM+xY7h/3zUSkkbQoVJ7JnfyaxaID5TPcMB0gQyfqOB+NV5L/VpeLXS9gI4kuJQMfVRn+deSX/xr1eZsWGm2dshGP3paVgfUEFR+hrmr34ieLL9Ckuszxqe0CrER+KgH9axlO/2vuO2ngKnVL5v/ACPdZLHXroObrVYbWP0gTP6nBH51iXVv4ZgdzqXiiBplHzBrlN35Ek14Ld395qEvm3l3PcydN80hc/mTVesHTpv4lf1bOyGFqR2lb0SPcH8U/Dm1j/4+pblx/djlyf0Aqo/xP8GQqwg0O6kYfd3QRgH8SxP6V41RTUYR2ivuL+qp/FJv5nrK/GmKBStt4ZijHbF1gfkEqlP8a9bYn7Ppunxj/bDt/JhXmdFVzsf1Oj2PQZvjJ4nlQqkWnxH+8kLZ/VjWc3xR8YliRq4UegtouP8Ax2uPoo55dylhqK+yjrX+JvjGQYbWW/4DBEP5LVd/iB4rfOdbuefTA/kK5qijml3K9hSX2UdD/wAJ34p/6Dl5/wB90f8ACd+Kf+g5ef8Afdc9RS5n3H7Gn/KvuOkTx/4rTGNcuuPXB/mKsJ8TPGEY+XWn/wCBQRH+a1ydWLSxvNQm8mytJ7mTGdkMZc/kBT5pdyXRpdYo6f8A4Wj4yyD/AGxn2+zQ/wDxFaNv8YvE8KbXSwnP96SEg/8AjrCsSz+H3iy+XdFolwo/6bFYj+TkVtWvwd8UXEW+Q2Ns39yWYk/+OqR+tUvaGE1hFvYu2/xr1pT/AKRplhIP9gOn8yavn41Qz7UuvDSOn8R+0hvyBT+tQ23wPvnUfatat4m7iOFnH6laur8DUH39fY/S0x/7PVctRnO3gv6uTJ8TfBVwVWbRrqLPVvs6YH4hs/pVxPEfw6vQES/a3kc9WWVcfiRtFQxfBHSQP32q3rn/AGQi/wAwasD4KeHtvN/qZPtJH/8AEVLoKXxRRHtqEfhnJF6HR/D2osY9N8QW8sn91J45D+Smln8F3iN+4uIZVx1bKn8uf51mv8E9COdmo6iOONzIf/Zadb/Cm604FdL8XanZoTkqmQCffDDNZSwFGX2LfMpY2Ufhq/ehtx4d1a2Us1m7L6xkN+g5rOkikhfbLG6N6MpBrr7TQfF9kVI8XQ3aAf6u605cH6lWDfrWnANebEN/Z6VcRnh5I5nTI/3Cjf8AoVc08pg/hbRrHNZr4kn6afmedUV6K/h7Tb1XL6e1swO0FSF/EBSR+dZV14IGCbS7Pssq5/Uf4Vx1Mrrx+HU6qeaUJaS0OPorVu/DmqWmS1sZFB+9F82fw6/pWUQQSCMEdQa4Z0p03aasd1OrCorwdwoooqDQKKKKACiiigAooooAKKKKACiiigAooooAKu22sajaYEN5KoAwFLbgPwPFUqKqM5R1i7ESpwnpJXOltfGl7FgXEMc4AxkfKT/MfpW1a+MdNm4m8yBv9pcj8xmuAortp5jXhu7+px1Mtw89lb0PWre8trpd1vPHKPVGBqavIFdo2DIxVhyCDgita08TapaAAXHmoP4ZRu/Xr+td9LN4P442PPq5RNawlc9KorlLPxtbuQt3bvEf76HcP8f51v2eqWV+P9GuY5DjO0HBH4dRXo0sTSq/BI86rhqtL44lyiiitzAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKZJKkMbSSOqIoyzMcAD1JoAfRXDa58VfDekbo4J21Ccfw2vK5xxl+mPpmvOda+L/iHUd8disOnQnp5Y3yY9Cx4/EAGolUijqpYOrU2VvU92vb+z06Az3t1DbQg43zOEXP1NcTq3xd8N6eSlo0+oSjP+pTCA+7Nj8wDXgt5e3eoTme9uprmY8b5nLt+ZqCsXWfQ76eWxXxu56Rqvxm127LLp1rbWEZHDH97IPxOF/wDHa4zVPEut60znUdUup1c5MZkIT8EGFH4Csqis3OT3Z3Qw9KHwxCiiipNQooooAKKKKACiiigAooooAKKK6Tw/4D8QeJMPaWZitjz9ouMohHtxlvwBppN7EzqRgrydjm6mtLO6v7gQWdtNcTHpHEhdj+Ar2/Q/g1o1ltk1a4l1CXvGMxx/kDuP5/hXoFjptlplv5FjaQW0Wc7IUCjPrx3rWNFvc8+rmUI6QVzwTSfhN4n1EB54YbCM4INw/wAxH+6uSD7HFdrpnwU0qABtS1G5unBztiURLj0PUn65Feo0VqqUUcNTHVp9behzen+A/C+mA/Z9FtWJIO6dfNIPsXzj8K6FI0jQIiKqjgBRgCn0VaSWxyynKXxO4UUUUyQooooAKKKKACiiigAooooAKKKKAE/Cqt5pllfLi5t45OMZIwR9D1FW6KmUVJWauOMnF3TsclfeCony1lOYz/ck+Yfn1H61zd9omoadkz27eWP+WifMv/1vxr1CjrXBWyyjU1joz0KOZ1qektV5nj9Fej6j4Z0+/wAsI/IlP8cfGfqOhrk9S8L39hudF+0RD+KMcj6j/wDXXkV8vrUtbXR69DMaNXR6MxKKKK4TvCiiigAooooAKKKKACiiigAooooAKKKKACiiigAoBKkFTgjoRRRRe2wb7mvZ+JdUswFE/nIP4Zvm/Xr+tdJY+MrOYhbqN7c/3vvL+nP6VwlFdlHH1qWzuvM4q2AoVeln5HrdvdQXUe+CVJE9VORU1eRQXE1tIJIJXif1RsV0Vh4yuocLexide7r8rf4H9K9WjmtOWlRWPKrZVUjrTd/zO6pazdP1yw1HAgnHmf8APN+G/Lv+FaVelCcZq8Xc8yUJQdpKzCiiirJCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigBKKKpanqtho1m13qN1HbQL/FI2Mn0A6k+w5oBJt2Rdqlqer6fo1obnUbyG2hH8UjYyfQDqT7DmvKfE3xmd99t4dt9gzj7XOuSfdU/XJ/KvLdQ1O+1a7a61C7luZm/jlYnHsPQew4rGVVLY9Cjl856z0R654g+NEERaHQbPziOPtFzlV/BByfxI+leXaz4l1nxA+7VNQmnUHIjJ2oD6hRgZ98VlUVjKcpbnq0sLSpfCgoooqDcKKKKACiiigAooooAKKKKACiiigAoop0UUk8yQwxtJJIwVEQZLE9AB3NAbDa6Hw14L1nxTL/AKDb7bYHD3Mvyxr7Z7n2Ga9A8GfCNQI7/wASDcx+ZLFTwP8AfI6/7o/E9q9ahhit4UhhjSOJBtVEAAUegA6VtClfWR5mIzBR92nq+5xnhr4X6FoOyaeP+0LxefNnUbVP+ynQfjk+9duOKWiuhJLY8mdSVR3k7hRRRTICiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAx9U8O2OpBnKeVMf+WicE/X1ritU0G90olpE3w54lTp+PpXptNZQylSAQeCDXDicBSra7M7cNj6tHTddjyCiu21nwjHKGn0/EcnJMR+6309P5fSuMmhkt5WimRkkU4KsORXgYjC1KDtJadz6HD4unXV4vXsMooormOkKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigA6Vt6f4o1CxIWR/tEQ/hkPP4N1/PNYlFaU606TvB2MqtGnVVpq56RpviSw1HanmeTMf+WcnGT7Hoa2M14/WxpviS/07am/zoR/BJ2Hseo/zxXsYfNelVfM8fEZS1rSfyPSaKyNM8Q2Op4RX8uY/wDLN+Cfp61r161OpGouaDueROnKm+WSswooorQgKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAEpryJEjPIyoijLMxwAPWsTxL4s0rwtZ+dqE/wC8b/VQJzJIfYenueK8H8WePtX8Vu0Uj/ZbDPy2kTcHnOWP8R6e3HAFZzqKJ1YfCTrarRHo3iz4vWenmS00FUvLkHBuG/1K/T+9/L3NeO6trOo65etd6ldyXEx6Fzwo9AOgHsKo0Vzym5bntUcNTor3Vr3CiiioOgKKKKACiiigAooooAKKKKACiiigAooooAKKKfBBLczxwQI0ksjBERRyxPQUA3ZXJtP0+71W/hsrKB5riVtqIo6/4D37V9A+B/h9Z+FYFurgJcaq6/PNjiPPVU/x6n26U/wD4Hg8KaaJZ1V9UnUedL12D+4vt6+p+grsq6adO2rPDxmMdR8kNhaKKK2PPCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooASs3VtGtdWg2yrtlA+SQDlf8AEe1adJUThGceWSuioTlB80XZnlmp6Xc6Vc+VOvB+446MP89qpV6xe2MGoWzQXCBkP5g+o96861nRZtIuNrZeBj8knr7H3r53G4B0fehrE+jwWPVb3J6S/MzKKKK849IKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK39K8VXdjtiuM3EH+0fmH0Pf8awKK1pVp0neDsZVaFOtHlmj1PT9UtNSi320obH3lPDL9RV2vI4ZpbeVZYXZJFOQynBFdfpHjBXKw6kNrdBMo4P1Hb/PSvcw2Zwqe7U0Z4OKyydP3qeq/E66imJIsiK6MGVhkEHIIp9eonc8sKKKKYBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRSEgDJPFAC15145+J1roPmadpJS51IZV36pAff1b27d/Suf8AiB8UWkaXSfD0xCDKzXqHBPtGf/Zvy9T5IeTk9awqVbaI9TCYG/v1PuLF/qF3ql7JeX07z3Epy0jnk/4D2qvRRXOewkkrIKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAr2L4QeEAqHxHexjc2Us1YdB0L/0H415doOlSa5r1lpkZINxKFJHZepP4DJr6ns7SGwtIbS2jEcEKBI0HYAYFbUY3d2edmFfkj7NdSxRRRXSeIFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABVe7tIb22e3nQNGw5BqxRSaTVmNNp3R5frGky6TeGJ8tE3Mb4+8P8AGs6vU9U02HVLNoJRz1Vu6n1rzK7tZbK6kt5l2uhwff3r5nH4T2EuaPws+mwGM9vHll8SIaKKK4D0AooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA09K1270p8Rt5kPeJjx+Hoa77TNXtNVh3wPhx96NvvLXl1SQTy20yzQSNHIp4ZTXfhcfOjo9Uefi8vhW96Okj1ylrmtD8URXu23vMR3B4DdFf8AwNdJ2r6KlWhVjzQZ85VozpS5ZoWiiitTMKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigArgfiBZ+LtaibS9EtVjsGH76YzqrS5/hHPC+vr9Ove0UmrqxdOfJLmSufO3/CpvF3/PjD/wCBCf40f8Kn8Xf8+MP/AIEJ/jX0VRWfsYnZ/aVbyPnX/hU/i7/nxh/8CE/xo/4VP4u/58Yf/AhP8a+iqKPYxD+0q3kfOv8Awqfxd/z4w/8AgQn+NH/Cp/F3/PjD/wCBCf419FUUexiH9pVvI+df+FT+Lv8Anxh/8CE/xo/4VP4u/wCfGH/wIT/Gvoqij2MQ/tKt5Hzr/wAKn8Xf8+MP/gQn+NH/AAqfxd/z4w/+BCf419FUUexiH9pVvI+df+FT+Lv+fGH/AMCE/wAaP+FT+Lv+fGH/AMCE/wAa+iqKPYxD+0q3kfOv/Cp/F3/PjD/4EJ/jR/wqfxd/z4w/+BCf419FUUexiH9pVvI+df8AhU/i7/nxh/8AAhP8aP8AhU/i7/nxh/8AAhP8a+iqKPYxD+0q3kfOv/Cp/F3/AD4w/wDgQn+NH/Cp/F3/AD4w/wDgQn+NfRVFHsYh/aVbyPnX/hU/i7/nxh/8CE/xo/4VP4u/58Yf/AhP8a+iqKPYxD+0q3keU/DXwBqnh/XZ9R1e3jjKw7IMSB+SeTx04GPxr1WlpKuMVFWRyVq0qsuaQtFFFUZhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFc14s0cXVp9thTM0I+YD+Jf/rV0tNIDAg9DWVakqsHCRrRqypTU49DyCitPXtO/szVJIl/1T/PH9D2/DpWZXyNSDpycX0Pr6VRVIKa6hRRRUFhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAV1Og+KWgK2uoMWi6LKeq/X1HvXLUVtQrzoy5oMwr4eFePLNHr6urqGVgykZBHenV55oHiKTTHEFwWe0J+pT3Ht7V38Msc8SyxMGRhkMDwRX02FxUMRG63PmMThZ4eVpbdySiiiuo5gooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK8Q+Jvxi8Q+DPGcuj6dZ6XLbpDHIGuIpGfLDJ5VwP0r2+sbUfCXhzV7s3epaFp15cEBTLcWyOxA6DJFAHzz/AMNHeMP+gbof/fib/wCO0f8ADR3jD/oG6H/34m/+O175/wAK/wDBv/Qq6N/4BR/4VmeIPAnhKDw3qk0PhnSEljs5mR1s4wVIQkEHHWgDxb/ho7xh/wBA3Q/+/E3/AMdo/wCGjvGH/QN0P/vxN/8AHa8frsfhXY2mp/EzRbO+tobm2lkcPDMgdG/dseQeDyKAOv8A+GjvGH/QN0P/AL8Tf/HaP+GjvGH/AEDdD/78Tf8Ax2vfP+Ff+Df+hV0b/wAAo/8ACj/hX/g3/oVdG/8AAKP/AAoAwfhL451Px5oN7fapBaQywXPlKLVGVSNoPO5m55riPiJ8avEnhLx1qWh2FlpUlra+VseeKRnO6JHOSHA6se1e06Xoul6JC8Olada2MTtuZLaJYwT6kAda+T/jb/yV7Xf+3f8A9J46AOg/4aO8Yf8AQN0P/vxN/wDHa+kNFvZNS0HTr6ZUWW5tY5nVAQoZlBOM9ua+D6+6PCn/ACJ+if8AXhB/6LWgDXooooA5D4leKb7wb4KudZ06K3luYpI1VbhWZMMwB4Ug/rXh/wDw0d4w/wCgbof/AH4m/wDjteq/Hj/klV//ANd4P/QxXyVQB9V/CL4laz4+udUj1W2sIVtEjZPssbrncTnO5m9K7/xLqU2jeGNU1O3VGmtLWSaNZASpZVJGcEHH414d+zT/AMf3iD/rnD/Nq9l8d/8AIgeIP+wfN/6AaAPAf+GjvGH/AEDdD/78Tf8Ax2j/AIaO8Yf9A3Q/+/E3/wAdrx+vRfgppdhrHxFhtNSsre8tjbSsYriMOpIAwcGgDb/4aO8Yf9A3Q/8AvxN/8do/4aO8Yf8AQN0P/vxN/wDHa98/4V/4N/6FXRv/AACj/wAKP+Ff+Df+hV0b/wAAo/8ACgDG+E3jXUvHfhW61TVIbWGeK9e3VbVGVdoRGydzMc5c9/Su8qhpejaXokD2+lada2MLtvaO2iWNWbGMkAdcAVfoAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAOa8Y2In01bpR88Ddf9k9f6VwdetXdut1aTQP8AdkQqa8ndDHI0bdVJBr5/NqXLUU11PoMpq81NwfQbRRRXknrhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFbWg69JpUwilJe1Y/Mv933FYtFaUqsqUlKLM6tKNWLhNHrkM0c8KyxOHRhlWB4NS1534d19tMmEE7E2jn/AL4PqPb1r0FHWRFZGBVhkEd6+owuKjiIXW58risLLDzs9ug+iiiuo5gooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKy/Ev/Iq6x/15Tf+gGtSsvxL/wAirrH/AF5Tf+gGgD4Urufg5/yVnQP+ukn/AKKeuGrufg5/yVnQP+ukn/op6APsaiiigAr5A+Nv/JXtd/7d/wD0njr6/r5A+Nv/ACV7Xf8At3/9J46APP67G2+Ffje7tYbm38PXDwzIJI3Dp8ykZB+96Vx1fdHhT/kT9E/68IP/AEWtAHyZ/wAKj8e/9C3c/wDfaf8AxVH/AAqPx7/0Ldz/AN9p/wDFV9lUUAfE2s/D7xX4f019R1XRp7W0QhWldlIBJwOh9a5mvrX48f8AJKr/AP67wf8AoYr5KoA95/Zp/wCP7xB/1zh/m1ey+O/+RA8Qf9g+b/0A141+zT/x/eIP+ucP82r2Xx3/AMiB4g/7B83/AKAaAPiGtXw94c1TxTqq6Zo9uLi7ZGcIZFTgdeWIFZVdp8LvFWn+DfGker6ms7WywSRkQIGbLDjgkUAX/wDhR/xB/wCgIn/gZD/8XR/wo/4g/wDQET/wMh/+Lr2P/hofwX/zw1b/AMB0/wDi6P8AhofwX/zw1b/wHT/4ugDG+DHgfxh4L8TXjaxpQh0+7ttjSLcxPtdSCpwrE9Nw6dxXuVeTf8ND+C/+eGrf+A6f/F16J4d8QWHijQ7bWNMdntbgErvGGUg4II7EEUAatFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAAeleW63D5Gt3af9NCfz5/rXqVeceK0K+IZzjG5VP14A/pXlZtG9JPzPVyiVqzXkYtFFFfPH0QUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAV1XhXXvIddPun/AHTH905/hPp9K5WitsPXlRmpxMMRQjXg4SPYetJXPeF9b+3232Wd/wDSYh1P8a+v1roa+ro1Y1YKcT5OtSlSm4S6C0UUVqZhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABVa+s49Q0+5spWZY7iJomK9QGBBx781ZooA8d/wCGcPCf/QU1r/v7F/8AG61vDPwR8O+FvEVprdlf6pJcWrMyJNJGUOVK84QHofWvTKKACiiigArzXxV8FPD3i7xJd65fX+qRXN1s3pBJGEG1FQYyhPRR3r0qigDx3/hnDwn/ANBTWv8Av7F/8br1jT7KPTdNtbGJmaO2hSFC3UhVAGcd+KtUUAFFFFAGF4u8K2XjLw9No1/NcRW8rq5e3IDAqcjqCP0rzr/hnDwn/wBBTWv+/sX/AMbr2KigDi/A3w00jwBLeSaZdX05u1VX+0uhxtzjG1R610+r6bDrOj3mmXDyJDdwtC7RkBgGGCRkHmrtFAHjv/DOHhP/AKCmtf8Af2L/AON0f8M4eE/+gprX/f2L/wCN17FRQB47/wAM4eE/+gprX/f2L/43R/wzh4T/AOgprX/f2L/43XsVFAHjv/DOHhP/AKCmtf8Af2L/AON123gfwFZeArW5tdN1HULi2ncOYbp0ZUbGCy7VGCRjP0FdZRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFYuqeG7XVbz7RLLKj7QuEIxx9RW1RWdSnGouWSui6dSVN80HZnMf8IRY/8APxc/mv8AhR/whFj/AM/Fz+a/4V09FY/UqH8pv9dxH87OY/4Qix/5+Ln81/wo/wCEIsf+fi5/Nf8ACunoo+pUP5Q+u4j+dnMf8IRY/wDPxc/mv+FH/CEWP/Pxc/mv+FdPRR9Sofyh9dxH87OY/wCEIsf+fi5/Nf8ACj/hCLH/AJ+Ln81/wrp6KPqVD+UPruI/nZzH/CEWP/Pxc/mv+FH/AAhFj/z8XP5r/hXT0UfUqH8ofXcR/OzmP+EIsf8An4ufzX/Cj/hCLH/n4ufzX/Cunoo+pUP5Q+u4j+dnMf8ACEWP/Pxc/mv+FH/CEWP/AD8XP5r/AIV09FH1Kh/KH13Efzs5j/hCLH/n4ufzX/Cj/hCLH/n4ufzX/Cunoo+pUP5Q+u4j+dnMf8IRY/8APxc/mv8AhR/whFj/AM/Fz+a/4V09FH1Kh/KH13Efzs5j/hCLH/n4ufzX/Cj/AIQix/5+Ln81/wAK6eij6lQ/lD67iP52cx/whFj/AM/Fz+a/4Uf8IRY/8/Fz+a/4V09FH1Kh/KH13Efzs5j/AIQix/5+Ln81/wAKP+EIsf8An4ufzX/Cunoo+pUP5Q+u4j+dnMf8IRY/8/Fz+a/4Uf8ACEWP/Pxc/mv+FdPRR9Sofyh9dxH87OY/4Qix/wCfi5/Nf8KP+EIsf+fi5/Nf8K6eij6lQ/lD67iP52c7beEbW0uUnhurlZEOQcr/AIV0NLRWtOlCmrQVjGpVnUd5u4UUUVqZhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFfNfxu8WeItG+ITWmma5qFnb/AGSJvKt7hkXJzk4Br6Ur5T/aB/5Kc/8A15Q/+zUAch/wsLxl/wBDTrH/AIGyf41a0/4neNdPvorpPEmoTNG2fLuJ2ljb2ZWOCK5GigD6q8BfG/RvE/lWGseXpeqsdq7m/cTH/ZY/dP8Ast7YJNeq18AV6Z4C+M2ueEPKsb4tqekL8ogkb95EP9hz2/2TxxgY60AfWdFc/wCFvGeh+MtPF3o16spCgywN8ssJPZ17dxnkHBwTXQUAFfH3i7x14stfGOs29v4k1WKGK8lRI0u3CqoY4AGeBX2DXw943/5HrXf+v6b/ANDNAE3/AAsLxl/0NOsf+Bsn+NehfBfxd4j1j4j21pqWu6jeWzQSsYp7l3UkLwcE14zXpnwF/wCSp2n/AF7Tf+g0AfWdFFRTzxWtvJcTyLFDEpeSRzhVUDJJPYAUAS1xPiv4reE/CMj295fm5vU4a0swJJFPoeQqn2JBrxb4k/GzUNeuJtL8NzSWWlKSjXCHbLc+pz1VfYckdeuB5ATk5NAHtus/tIazOxXRtGs7SPBG+5Zpn9iMbQPoc1xF78X/AB7fqVl8RXEa/wDTCNIv1VQa5LTtOvdWv4bDT7WW5upjtjiiXLMa9l8Ofs56pdxxz+IdUisAcFra3XzZMdwWyFU/TcKAPMP+E78Yf9DXrn/gwl/+Kpo8b+LA5ceKNaDN1YahLk/+PV9HWX7P3gi1B85NRvP+u9zj/wBAC1fPwO+HxGBosg9xeTf/ABdAHzMnj3xgjhh4q1vI9b+Uj8i1b+n/ABq8e2Dx51r7TGpyY7mCNg3sTgN+Rr2PUP2efB90GNrPqdk+0hRHMrqD6kMpJ/MV5r4q+APiPRLd7rSZ49ZgTlo4kMc4GDyEJIb8CSc9KAOi0L9pKUOqeINCRlJ+abT3IIHtG5Of++hXsHhfx14c8YRFtG1KOaVRl7d/klT6oece4yPeviZ0aJ2jdWR1JDKwwQfQ0+2uZ7O5juLaaSCeNtySRsVZT6gjkGgD75orwz4V/Gt9UuYNA8VSoLqQ7ba/OFEh7I46BvRu/A68n3OgAr458S+O/Ftt4p1aGDxLq0cUd5KqIl24CgOcADNfY1fDHiz/AJHDWf8Ar+m/9DNAFz/hYXjL/oadY/8AA2T/ABo/4WF4y/6GnWP/AANk/wAa5uvSPgn4e0nxL44nstYsku7ZbGSURuSAGDoAeCOxP50Ac3/wsLxl/wBDTrH/AIGyf40o+IXjIH/kadY/8DJP8a+pf+FR+Av+hbtf++3/APiqpXPwT8AXEToNEMLMOJIrqUFfcZYj8xQB87Wnxa8eWR/deJLpv+uypL/6GprstB/aK8QWRSPWtPtNRiAwZI8wyn3OMr+AUVxfxL8FR+BPFbaZb3TXNtJEJoWkADqpJG1scEjHXjPoK42gD7Y8H+PdA8b2jS6PckzRjM1rMu2WL6joR7gke9dFOStvIQcEISCPpXwz4d1288Na9Z6vYSFJ7aQOADgMO6n2IyD9a+6BiWIZU7WXkEYPNAHxS/xB8ZB2A8U6x1/5/ZP8ab/wsLxl/wBDTrH/AIGyf419TH4SeAycnw3a/wDfb/8AxVH/AAqPwF/0Ldr/AN9v/wDFUAfLP/CwvGX/AENOsf8AgbJ/jR/wsLxl/wBDTrH/AIGyf419Tf8ACo/AX/Qt2v8A32//AMVXBfGH4f8AhXw98PrnUNJ0aC1u1niUSozEgFsHqaAPFv8AhYXjL/oadY/8DZP8aP8AhYXjL/oadY/8DZP8a5uigDpP+FheMv8AoadY/wDA2T/Gj/hYXjL/AKGnWP8AwNk/xr274SfD3wnr/wAPLHUNU0WC5u5HkDSuzZOGIHQ13H/Co/AX/Qt2v/fb/wDxVAHyz/wsLxl/0NOsf+Bsn+NT2nxA8YvewK3ijV2UyKCDeSc8/Wvp/wD4VH4C/wChbtf++3/+KpU+E3gRHV08OWwZTkHe/B/76oA7SuC+MepX2k/DTULzTrye0uUkhCzQSFGGZFBwR7V3tecfHT/kk+p/9dYP/Rq0AfNf/CwvGX/Q06x/4Gyf40f8LC8Zf9DTrH/gbJ/jXN0UAfX/AMGdTv8AV/hvZ3mpXk93ctNMGmnkLsQHIHJr0CvNPgP/AMkqsf8ArvN/6Ga9LoAKKKKACvnH45+K/EOi+O4rXS9b1CygNmjGO3uGRdxLc4B619HV8tftD/8AJRYf+vGP/wBCagDif+FheMv+hp1j/wADZP8AGtTw3488W3HijSYJvE2rSRSXsKOjXbkMpcAgjPSuHrX8K/8AI36L/wBf8H/oxaAPuiiisjxJ4j03wpok+rarOIreIYAH3pGPRVHcn/6/QGgDVZlRSzEKoGSScACvOPEvxv8AB/h9nht7p9VulyNllhkBxxmQ/Lj/AHdxHpXgnjz4qa943nkheVrLSc/JYxPwR6ueN5+vA7AVwlAHs2sftGeIroumlaXY2EbLgNJunkU+oPyr+amuPvfi548v1KzeI7lB/wBMESH9UUGua0bQ9U8Q6imn6RYzXl04yI4h0HqT0Uc9TgV69oP7OGq3USS67rFvY5wTBbx+c4HcFiQAfpuFAHmH/Cd+MP8Aoa9c/wDBjL/8VTf+E38WCQyf8JRrW8jBb7fLnH/fVfRVn+z34KtjmZ9Tu/aa4UD/AMcVa0x8Dvh8Bg6I5Pqbyb/4ugD5k/4Tvxh/0Neuf+DGX/4qtay+LvjywULF4kuXH/TdEm/V1Jr3q6+AfgW4QrFa3tqT/FDdMSP++91c9qf7NmkS7f7K1++tiPvfaoknz9NuzH60AcrpH7RniS0MaarpthfxKuGaPdDIx9SQSv5LX0L4b1pfEXhvT9YSAwLeQrMIi24pntnvXzZrP7P3jDT1aSwey1RN2AkMvlyY9SHwPwDE19CeALK503wBodlewPBcwWiJJE4wVYdjQB0lFFFABTJHWKNpHYKigszE4AA70+vBvjx8RvIjfwfpUzCVwDqEqNjap5EX49T7YHOTgA434j/F7WNa8TSL4d1W8sNKtcxQm3lMZnOeXbB5B7A9B6EmuP8A+FheMv8AoadY/wDA2T/GubrQ0TRr3xDrNrpWnRebdXLhEXoB6knsAOSaANT/AIWF4y/6GnWP/A2T/Gur8AfGHXNB8RRtr2p3mo6XPiOdbiVpGiGfvpk9R3Hce+K4rxT4Y1Dwhr9xpGpR7ZYjlHAO2VD0dfUH+YI6isWgD75trmC8torm2mSaCZA8csbBldSMggjqCKmr5s+CXxO/si5i8La1PiwmfFnM/wDyxcn7hP8AdJ6ehPoePpOgAooooAK8P/aA8Q61oUuhDSdVvLESrN5n2aZo92NuM4PPWvcK+ff2l/8AXeHf92f/ANkoA8m/4WF4y/6GnWP/AANk/wAaP+FheMv+hp1j/wADZP8AGubooA6T/hYXjL/oadY/8DZP8aP+FheMv+hp1j/wNk/xr6esPhP4Fl062kfw5bM7RKzHe/JIH+1Sv8Gfh85JPh2MZ/u3Mw/k9AHzPB8S/G1s25PE+pk/9NJy4/8AHs10Ol/Hfx1p8u64vbbUI8Y8u6tlA+uY9pz9TXZfE/4K6Fovhm817QJJrRrRQ8ltLIZI3XIB2k/MDznknPTjrXgNAH1N4M+PGg+IZ47LV4TpF652ozvugc/7/G0/UY969ZByMivgCvqj4BeI7zW/BM1leyPK+mzCGORzkmMrlVz7cj6YoA9XooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK+U/wBoH/kpz/8AXlD/AOzV9WV8p/tA/wDJTn/68of/AGagDyytXw1Zwah4q0eyuk8y3uL2GKVMkblZwCMjkcHtWVW34N/5Hjw//wBhK3/9GLQB6d4++At/pXm6j4VMl/ZjLNZtzPEP9n++Pb73Tg9a8ZdGjdo3VkdSQysMEH0NfflcH45+FPh/xujTyR/YdU/hvYFGW/316OPyPHBFAHyRpmq3+i38V/pl5NaXUZ+WWFypHt7j1HQ19A+Avj9a3xi0/wAXKlrcHCpfxriJz0+df4D7j5f90CvHPGXw+1/wPd+XqltutmOIryHLRSe2ccH2OD+HNcrQB99wzRXECTQSJLFIoZHRgVYHoQR1FfEXjf8A5HrXf+v6b/0M1q+CPiZ4g8DThLKf7RpxbdJYznMZ9SvdD7j8Qa5zXNSGsa9f6kIvKF1O83l7t23cc4z3oAz69M+Av/JU7T/r2m/9BrzOvTPgL/yVO0/69pv/AEGgD6zryH9oXXptN8F2umQOyNqU+2Qg9Y0GSPzK169Xkv7QPh+bVvA8Oo28ZeTTJ/NcAZIiYYY/gdp+goA+WqKKKAPqz4GeEbPRfBMGs+WG1HVFMjykcrHn5UHtxk+pPsK9TryX4FeNbPWPCcPh6WVU1LTlKiNjzLFnIZfpnB9OPWvWqACiiigAooooA+dv2iPCllZTWHiS0hWKW6kNvdbRgO2Mqx98AgnvgV4TXuH7QfjOx1S7s/DdhMs5spDLdOnKrJjATPcgE59M465A8PoAcrFWDKSGByCO1faHw01+bxL8PdI1K5ObkxGKZv7zISpb8cZ/Gvi9EaR1RFLOxwqgZJPpX2p8OvD0nhfwFpOlTjFzHFvmHo7ksR+GcfhQB1NfDHiz/kcNZ/6/pv8A0M19z18MeLP+Rw1n/r+m/wDQzQBj11nw+8bP4C8QyatHYLes9s0HltL5eMspznB/u/rXJ11vw78Ef8J94jk0gah9h2WzXHm+T5ucMoxjcv8Ae657UAemf8NMXP8A0K0P/gaf/iKoah+0hr0ykafoun2uRjMzvMR7jBUfpWhcfs0XCwObbxTFJMB8iSWJRSfdg5x+Rry/xf8ADzxH4IlX+1rQG2dtsd3AS8Ln0zgEH2IBOKAMbW9c1LxHqs2p6tdvdXcv3pGwMDsABwB7CqKI0sipGrO7HCqoySfQUyur8E+PtV8DaiLnT4bSaNj+9jmgXc6+nmAbx+BxnqDQB3Xwy+C2ralqdrq/iO1ex02FhKttMuJbgg8Ar1Vc9c8kdBzkfTVct4H8eaT470j7Zp7mO4jwLm0c/PC39R6MOvscgdTQAUUUUAFeZ/Hr/kll3/18w/8AoVemV5n8ev8Akll3/wBfMP8A6FQB8mUUUUAfXPwN/wCSVab/ANdJf/QzXo1ec/A3/klWm/8AXSX/ANDNejUAFFFFABXnHx0/5JPqf/XWD/0atej15x8dP+ST6n/11g/9GrQB8j0UUUAekeEPjLrngzw9Do1jp+nTQRO7h51csSxyejAVu/8ADSHij/oEaP8A98S//F1U8B/BM+NvCsGt/wDCQfY/NkdPJ+x+Zja2M7t4/lXS/wDDMp/6G4f+C7/7bQBi/wDDSHij/oEaP/3xL/8AF0f8NIeKP+gRo/8A3xL/APF1tf8ADMp/6G4f+C7/AO20f8Myn/obh/4Lv/ttAGL/AMNIeKP+gRo//fEv/wAXXn3jXxnfeOdbTVdQt7eCZYVhCwBguASc8k88163/AMMyn/obh/4Lv/tteW/EPwT/AMIF4iTSTqH27dAs3m+T5WMkjGNzenrQByVa/hX/AJG/Rf8Ar/g/9GLWRWv4V/5G/Rf+v+D/ANGLQB90V8zftE+IJrvxZaaErEW1jAJWX+9I/f8ABdv5mvpmvmb9onQJrTxZaa4qk219AImb+7Inb8V2/kaAPGafDG00yRL952Cj6k0ynxSNFKkiHDIwYH3FAH2v4I8Had4K8OwadZRDzSoa5nI+aaTHJJ9OuB2FdLXJeAPHWm+OPD8N1bTKt7Eird2xPzxPjk47qTnB7+xyB1tABRRRQAUUUUAFFFFABRRWdrutWXh3RLvVtRl8u1tk3ue59APUk4AHqaAOW+KPj6LwL4aaSIq+qXWY7OInoe7n2XP4nA75r4/uLia7uZbm4leWaVy8kjnLMxOSSe5Jra8Y+K73xn4luNZvRsMnywwhsiGMfdQH8Tz3JJ71gUAFfUHwP+Hn/CPaP/wkOpwAapfJ+5VhzBCeR9GbqfQYHqK8E8DS+HbXxRb3nigytp1v+98mOPf5rg/KpH93ufXGO9fRA+P/AIHHAk1DH/Xr/wDXoA1Pip8PYvHXh4/Z1VdYtAXtJMgb/WNj6H9Dg9M5+Q54JrW4kt7iJ4pomKPG64ZWHBBB6Gvqj/hoDwP/AM9NQ/8AAb/69eM/FjXPB3ijVI9a8Otcx30vy3kUkGxZOOHHP3ux9eD65APOK+nfgr8Tf+Ehsk8OaxOW1W2T9xM55uIwOhPdgOvqOeua+YqsWV5cafewXlpM8NxA4kjkQ4KsDkEUAfe9FcP8MviDbePPD4lfZFqtsAl3AD37Ov8Asn9Dkc4ye4oAK+ff2l/9d4d/3Z//AGSvoKvn39pf/XeHf92f/wBkoA8CooooA96tv2k/s9pDB/wie7y0VM/2jjOBjP8AqqfL+0xIY2EXhNUfHys2obgPw8sZ/Oo7b9mxri0hn/4SsL5iK+P7PzjIz/z0qX/hmVv+htH/AILv/ttAHnvjP4t+JfGtj9gu2t7SwJDNb2ilRIR03Ekk49OB7cCuDr37/hmY9/Fo/wDBd/8Aba3NK/Zy8OWzxvqWp6hfMrAlE2wo/sQAWx9GBoA+c9J0jUNc1GLT9Ls5bq6lOFjiXJ+p9B6k8Cvr74ZeCf8AhBfCUenyukl7M5nunTpvIA2j1AAA/M9629A8LaH4Xtjb6LplvZowAYxrl3x03Ocs34k1sUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABXyn+0D/AMlOf/ryh/8AZq+rK+evjH8PPFfibx42oaPpD3Vp9ljTzBLGvzDORhmBoA8Frb8G/wDI8eH/APsJW/8A6MWt/wD4U38QP+hcl/8AAiL/AOLrV8M/CbxzYeK9HvLnQJI7eC+hllczxHaqupJ4b0FAH1hRRRQBBeWdtqFpLaXlvFcW8q7ZIpUDKw9CD1rwbx98AMebqPg5vdtNlf8A9FuT/wCOt789BX0BRQB8D3dnc6fdy2l5by29xE22SKVSrKfQg9Kgr7V8ZfD7QPG9r5eqWu25UYivIcLLH7Z7j2OR+PNfPGu/AnxlpeotDp1pHqtqeUuIZETj0ZWYEH6ZHvQB5jXpnwF/5Knaf9e03/oNZv8Awpv4gf8AQuS/+BEX/wAXXd/CH4c+LPDfxAt9R1fR3tbRIJVaQyxtglcDhWJoA+iqZJGk0TxSIHjcFWVhkEHqDT6KAPmv4kfA2+024m1XwpA93YsxZ7FBulh7/IP419vvDjr1rxZlZGKsCGBwQRgivv2uT8U/Djwt4wzJqmmJ9rIwLuA+XKPqw+97bsgUAfGVrd3FjdR3VpPJBcRNujliYqyn1BHSvXfDv7Q3iHTY1g1qyt9WjUYEoPkS/iQCp/75B962Nb/ZsnDu+g69G6k/JDfRlSB7umc/98iuLvvgZ4+tJ2SLS4bxFGfNt7qPafoHKt+lAHqtt+0d4VeJPtOl6xFKfvBI43Vfx3gn8qvt+0F4JWPcP7SY/wB1bYZ/VsV8+zfDbxrA5V/C+qEj/nnbs4/Nc1CPAHjH/oVda/8AAGT/AOJoA9yvv2kfD0cGdP0XVJ5v7lwY4l/MM/8AKvOPFXxy8VeIo5LWzePSLN8gpak+aw9DIef++Qtc/a/C/wAcXkgSLwzqCk/89o/KH5vgV0Om/APxzfMwubaz08Dvc3Stu+nl7/1xQB5iTmrNhp95qt9FZafay3V1KcJDChZm/AV9A6D+zfYQssuva1NcnAJgtIxGoOehdslh9Apr1vQPCuheFrU2+iaXb2aEYZkXLv8A7znLN+JNAHmHws+Cw8P3EOu+JVil1JMNb2YwyW7f3mPRnHbHAPOScY9ooooAK+GPFn/I4az/ANf03/oZr7nr5N8RfCTxze+JdUurfQJHhmupZI3E8Q3KWJB5agDzKvW/2dv+Sj3P/YNl/wDRkdc9/wAKb+IH/QuS/wDgRF/8XXo3wW+H/inwv42nv9a0l7S2axkiEhljbLF0IGFYnoDQB7/VTU9MstY06fT9Qto7i1nXZJFIMgj/AB7g9jVuigD43+Jnw+ufAWv+SpabTLnL2c5Hbujf7Qz+Iwe+BxFfcvirwxp/i/w/caPqSExSjKOv3onHR19x/wDWr5dvvgp46tb+e3g0c3UUblUnjmjCyL2YAsCM+hoA5jwn4p1Dwd4ht9X06Qh4ziSLdhZoz1RvY/oQD2r7J8K+J9O8X+H7fV9NkzDKMOhPzROOqN7j/A96+VP+FN/ED/oXJf8AwIi/+LrtPht4c+JfgLXhOPDk8um3BC3dv9oi+YdmX5/vD9eRQB9I0UgOQD/OloAK8z+PX/JLLv8A6+Yf/Qq9Mrg/i9oOp+JPh/cabpFq11dvPEyxhlXIDZPLECgD48oruv8AhTfxA/6FyX/wIi/+Lo/4U38QP+hcl/8AAiL/AOLoA9/+Bv8AySrTf+ukv/oZr0auI+E+iaj4d+H1lpuq2xtryN5C0RYNgFyRyCR0rt6ACiiigArzj46f8kn1P/rrB/6NWvR64j4s6HqXiL4eX+maTbG5vJJIikQZVyBIpPJIHQUAfG9Fd1/wpv4gf9C5L/4ERf8AxdH/AApv4gf9C5L/AOBEX/xdAHvXwH/5JVY/9d5v/QzXpdcL8I9C1Lw58PrTTdWtWtrxJpWaMsrYBckcqSOld1QAUUUUAFfLX7Q//JRYf+vGP/0Jq+pa8A+M/wAPvFPijxrFfaNpL3dstokZkWWNfmBbI+Zge9AHz/Wv4V/5G/Rf+v8Ag/8ARi10f/Cm/iB/0Lkv/gRF/wDF1peH/hJ46s/Eml3VxoEiQw3kUkjGeI7VDgk8N6UAfWdZHiTw3pvivQ59J1SHzLeUcEcNGw6Mp7Ef/W6E1r0UAfHHjv4Xa74GneWaM3mlbsR38S/Lz0DjnYfrwexNcPX366LIjI6hlYYIIyCK848S/BDwd4gkeeG1k0q5bnfYkKhOMDMZBXH+7jPrQB8qadqd9pF9He6deT2lzH92WFyrD2yO3tXrPh/9onxDp8Yi1mwttVQDiRT5Ep+pAKn8FFTap+zfr0Dn+y9ZsLuPH/LdXgbPpgbx+tcnc/Bj4gWqu7eH2kVTjMVzE5PuAGz+lAHrlr+0f4YeFTd6Tq8Ux+8sSxyKPxLqT+VaK/tA+CGQMW1JT/dNtz+jV89SfDvxnGSG8Lauf920dv5CmDwB4xJx/wAIrrX42Mn+FAHvsn7RnhBSwTT9acjofJiAP/kT+lc3qf7SsrRyJpXhxEf+CW6uSw/FFA/9CrzO0+Ffjm+cLF4ZvlJ/57KIh+bkVvad8BPHV6zC4tLOwA6G5ulbP/fvfQBU1n42eOdY8xV1RLCFxgx2MQjx9HOXH/fVe7/BK+u9S+G9vdX11PdXD3M2+WeQu7fN3J5NcHpH7Nbbo31rxCMA/PDZQdR7SMeP++a9m8KeF7DwdoMWj6a07W0bMwadgzkk5JJAA/SgDaJxya+VPjP8Rf8AhLtaGk6bKG0awc7XRsi4l6F/oOQPxPfj2r4sHxbeeHv7G8KaVLcPegrdXKyonlx91G5hy3r2GfXj58/4U38QP+hcl/8AAiL/AOLoA4WtTw/4f1LxRrUGk6VB511NnAJwqgDJZj2AH+c103/Cm/iB/wBC5L/4ERf/ABde8fB/4cnwXorXupQqut3g/ejIbyY+yAjj3OPb0oA8e/4Z/wDHH/PLT/8AwK/+tR/wz/44/wCeWn/+BX/1q+rqKAPlH/hn/wAcf88tP/8AAr/61H/DP/jj/nlp/wD4Ff8A1q+rqKAPi3xf8N/Efgm3t7jV7eIQTsUWWGTeob0Poa5KvuzX9BsfEuiXWk6lCJLa4TaR3U9mHoQeQa+WdU+CXjey1S5t7TSTe2yORFcxzRqJF7HBYEfSgDk/CvibUPCPiC31fTXAliOGRvuyoeqN7H/69fZXhXxPp3i/QLfV9Nk3RSjDxk/NE/dG9x+vBHBr5V/4U38QP+hcl/8AAiL/AOLruPhl4d+JPgPXxI/h64k0q5IW7gWeE8dnUb/vD9elAH0bXz7+0v8A67w7/uz/APslfQOcivG/jp4M8QeLJdFOh6c94LcSiXbIi7c7cfeI9DQB8y0V3X/Cm/iB/wBC5L/4ERf/ABdH/Cm/iB/0Lkv/AIERf/F0AfXemf8AIKs/+uCf+girVVrCN4tPto3GHSJVYehAFWaACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiivIfGnxzTwf4tvtBbw812bXZ++F5s3bkV/u7Dj72OvagD16ivA/wDhpmL/AKFN/wDwYD/43Wz4T+PKeKfFFhoo8OtbG7k2ecbzft4JzjYM9PWgD2OiiigAooooAKKz9d1P+xfD+paqYfOFlay3Pl7tu/YhbGcHGcdcV4n/AMNMxf8AQpv/AODAf/G6APfKK8D/AOGmYv8AoU3/APBgP/jdd/8ADX4lL8RE1Jl0o2H2ExDm483fv3f7Ixjb+tAHe0UV5L45+NqeC/FVxojaA14YURvOF35edyg9Nh9fWgD1qivA/wDhpmL/AKFN/wDwYD/43VvS/wBpHTLnUIodS0GeytWOHuI7jzinvt2DI+hz7GgD3GiqOlatp+uadFqGmXcV1ayjKSxNkH29j7HkVeoAKKKKACiivDNR/aNj0/U7uyPhd3+zzPFv+3Y3bWIzjy+OlAHudFeB/wDDTMX/AEKb/wDgwH/xuus+HnxiTx74jk0hdDayKWzT+abrzM4ZRjGwf3vXtQB6hRRXIfETxyvgDQYdUbTzfebcCDyxN5eMqTnO0/3aAOvorwP/AIaZi/6FN/8AwYD/AON0f8NMxf8AQpv/AODAf/G6APfKKyfDOtjxJ4Z0/WRbm3F5CJfKL7tme2cDP5V5d4k+O154V1240jVPB7x3EJ6jUPlkXsyny+QaAPZ6K8D/AOGmYv8AoU3/APBgP/jdT2P7SdjNfQxXnhyW2tncLJMl2JDGPXbsGcfWgD3WiobW5gvbWK6tpVlgmQSRyIchlIyCPwqagAooooAKKyvEOv6f4Y0S51bUphFbQLn3duyqO5J4rxg/tMRZOPCj47f6eP8A43QB75RXgf8Aw0zF/wBCm/8A4MB/8brr/h/8Vr7x/qslva+F2trSBc3F297uVPQAeWMk+maAPTaK4X4k/EZfh5a6fO2lm/8AtjumBP5WzaAf7pz1rz3/AIaZi/6FN/8AwYD/AON0Ae+UV4H/AMNMxf8AQpv/AODAf/G6P+GmYv8AoU3/APBgP/jdAHvlFeB/8NMxf9Cm/wD4MB/8bo/4aZi/6FN//BgP/jdAHvlFeB/8NMxf9Cm//gwH/wAbo/4aZj/6FR//AAYD/wCN0Ae+UUincoPqKzPEWr/8I/4b1HVzB54srd5/K3bd+0ZxnBx+VAGpRXgf/DTMf/QqP/4MB/8AG6P+GmYv+hTf/wAGA/8AjdAHvlFeB/8ADTMX/Qpv/wCDAf8Axuj/AIaZi/6FN/8AwYD/AON0Ae+UV4GP2mIs8+FHH0vx/wDG61rD9o/w3Mqi+0nVLaQkA+UElUe+dyn9KAPZqK5nw78QPCvipxFpGs2805/5YPmOU/RGAJ+oyK6agAooooAKK53xD458M+Ffl1nWLe3lwD5AJeXB6HYuWx74xXnWp/tH+HbcEabpOo3jhsZlKQoR6g5Y/mBQB7PRXz5L+0xMT+68Koo/2r8n/wBpiox+0vd558MQY/6/D/8AEUAfQ9FeAw/tMJkCfwowHcpf5/Qx/wBa6Kw/aI8H3MiR3NtqlmWHzO8Kuin/AICxY/lQB65RXMaB8QvCfie4W30jW7ae5fO2BsxyNgEnCuATgAnj0rp6ACiuI+JHxDX4e2FjdNphv/tUrR7RP5e3Azn7pzXnX/DTMX/Qpv8A+DAf/G6APfKK8D/4aZi/6FN//BgP/jde2aHqf9taDp+qCLyftduk/l7t2zcoOM4GetAGhRXC/En4jr8PLbT5m0s3/wBsd1wJ/K2bQD/dOetee/8ADTMf/QqP/wCDAf8AxugD3yivA/8AhpmL/oU3/wDBgP8A43R/w0zF/wBCm/8A4MB/8boA98orwP8A4aZi/wChTf8A8GA/+N0f8NMxf9Cm/wD4MB/8boA98orwP/hpmL/oU3/8GA/+N0f8NMxf9Cm//gwH/wAboA98orwP/hpmL/oU3/8ABgP/AI3R/wANMxf9Cm//AIMB/wDG6APfKK89+HXxOPxCGpCHR/sUlmqFQ91vEhbdgEhBt6dcHrXPeJvjdqfhHVX0/WPBMsMo+44v8pKv95G8vkfy74NAHsdFeB/8NMxf9Cm//gwH/wAbo/4aZi/6FN//AAYD/wCN0Ae+UVzPgzxzo3jjS/tmlzYlQDz7WQgSQk+o9PQjg/mK6agAooqOaaO3heaaRI4o1LO7sFVQOpJPQUASUV4t4g/aJ0jTNXltNK0mTVLePg3X2jylZu+0bTke/Gf1OZ/w0zF/0Kb/APgwH/xugD3yivAx+0vGxAHhNyT0Av8A/wC11674U1nV9e0sX2q6CdG8zBhhkufMkZfVhtG36Hn1AoA36KKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK+PvjX/yV3XfrB/6Ijr7Br4++Nf/ACV3XfrB/wCiI6AOBrtPhJ/yVLQP+vg/+gmuLrtPhJ/yVLQP+vg/+gmgD7LooooAKKKKAOf8d/8AJPPEv/YKuv8A0U1fEFfb/jv/AJJ54l/7BV1/6KaviCgAr6D/AGZv9R4m/wB62/lLXz5X0H+zN/qPE3+9bfyloA98r5I+Ov8AyVXUP+uUP/oAr63r5I+Ov/JVdQ/65Q/+gCgDzeiir+jaVPrmtWel2zxpPdyrDG0hIUMTgZwDxQBf8LeMdc8Hah9s0a9aEtjzIW+aOUejL0P16jsRX0l4C+NGh+LBFY6iU0vVyAvlyNiKZv8Apmx7/wCyeecDdXzL4h8Nav4W1JrDWbGW1nH3dw+WQf3lbow9xWTQB9/0V8p+A/jbrfhbyrHVt+q6UuFAd/30K/7DHqAP4T6AAivpHw14s0Xxdp327Rb5LiMY8xOjxE9nU8g9fY44zQBt18J+JP8AkaNX/wCv2b/0M192V8J+JP8AkaNX/wCv2b/0M0AZletfs7f8lHuP+wbL/wChx15LXrX7O3/JR7j/ALBsv/ocdAH1LXkH7Rn/ACINl/2EE/8AQHr1+vIP2jP+RBsv+wgn/oD0AfL9FFFAH2l8MP8AkmPh3/rySqvxK+Htp490Hy/lh1S2Ba0uMdD3Rv8AZP6HB9ja+GH/ACTHw7/15JXW0AfBeo6deaRqNxp9/bvb3du5SWJxypH8/r3qpX1d8XfhfH4x05tV0uJE1y2Tjt9pQfwH/a9D+B45HypLG8MrxSoySIxVkYYKkdQRQB7D8FviiPD10nhvWp8aVO/+jzyNgWzk9DnohP5Hnua+mxzXwBX0Z8Evij9vjh8Ka5P/AKUi7bG4c/61R/yzY/3gOnqBjrjIB7nUU88VtbyTzyLHFGpd3c4CgdSTUtfOnxx+JhvJ5fCWjTH7PE22/mQ/6xh/yzHsO/qeO3IBx/xY+I8vjjXTb2cjLoloxFsmMea3QyN357A9B6EmvO6Ktadp93q2o29hYwPPdXDiOONBksTQBo+FPC+oeMPEFvo+mqDLJ8zyN92JB1dvYf4Cvsnwp4X07wf4ft9I02MCOMZkkI+aVz1dvc/oMDoKxfht4AtfAXh8W4Ky6lcAPeXAHVuyr/sjt68nviu1oA8K/aW/5BXh7/rvN/6CtfOtfRX7S3/IK8Pf9d5v/QVr51oAK9i0X9n7VNZ0LT9Vj1yzjS9to7hUaJiVDqGAP5147X1P4T+L/gXTPBuh2F5rvl3Vrp9vDMn2Sc7XWNQwyEIOCD0oA4j/AIZr1f8A6GCx/wC/L0f8M16v/wBDBY/9+Xr0/wD4Xb8PP+hh/wDJK4/+N0f8Lt+Hn/Qw/wDklcf/ABugDzD/AIZr1f8A6GCx/wC/L0f8M16v/wBDBY/9+Xr0/wD4Xb8PP+hh/wDJK4/+N1c0n4reCtd1W30zTda8+8uG2xR/ZZl3HGerIAOnc0AdmowoHoK5n4j/APJNvEf/AGD5v/QTXT1zHxH/AOSbeI/+wfN/6CaAPieiiigD0L4f/Cm+8f6XdX1rqdvaLbzeSVlRmJO0HPH1rrW/Zs1kA7dfsCfQxOK0fgH4n0HQ/DOqQ6trFjYyyXgdEuJ1jLDYoyAT0r1r/hYfg3/oadH/APAxP8aAPnrWfgB4x0y0e5tWsNSVOfKtpWEhHrhlAP0BJ9BXljo0bsjqVZTggjkGvrfXPjd4I0eCUwak2o3KD5YLSNiGP++QFx+J+lfKmsai+sa3f6nJGsb3lzJcMidFLsWwPbmgCmrMjBlJDA5BB5Br6G+CnxTv9Vv08L69O9zMyE2d05y52jJRz34yQTzxg54r53r1j4EeFL/VfGkOuiJk07TtxaYjAeQqQEX1POT6D6igD6nrx/43/Ee+8KW9toejS+Rf3sRlkuB96KLJA2+hJB57YOOcEewV4D+0V4Uvbmaw8T2sMksEMH2W52gnygGLKx9BlmGfXHrQB4FLLJPK8s0jSSOSzO5yWJ7knrTACTgDJNJRQB694e/Z88R6tZw3epX1ppiSruERBllUdsqMKOOfvfXBrov+GZf+pu/8pv8A9trjPDPxz8W+HrSKzna31O1iAVRdqfMVR2Dggn6tmvRdL/aR0SZcarod/aPnj7PIk649STsP6GgDm779mzWY8/YNfsJ/Tz4ni/lurmNU+BvjvTZHEemw38SLky2lwpB9grFWJ/CvoLSfi34G1hgkHiC3gk2hil2Ggx7bnAUn6E12NvcQXcCz280c0TjKyRsGVh7EdaAPlX4T6DrGifGDQF1XS72xLm4CfaYGj3YgkzjI5/Cvq+iigDw79pT/AJAGhf8AX1J/6AK+ca+jv2lP+QBoX/X1J/6AK+caACvt/wACf8iB4f8A+wfB/wCgCviCvt/wJ/yIHh//ALB8H/oAoA5z4qfDq7+INrpsNrfw2htHdmMqFt24AcY+leZ/8M16v/0MFj/35evo+igD5w/4Zr1f/oYLH/vy9H/DNer/APQwWP8A35evo+igD4a8WeHZfCnie90OedJ5bVlDSoCA2VDd/rWLXdfGT/krOvf9dIv/AEUlcLQBreGdCl8TeJLHRoZkhku5PLWRwSF4J5x9K9a/4Zr1f/oYLH/vy9cD8KP+SpeHv+vn/wBlNfZtAHzh/wAM16v/ANDBY/8Afl6P+Ga9X/6GCx/78vX0fRQB5t8K/hpefD59Ta61GC7+2CML5SFdu3d1z9a7LxF4a0nxXpUmnaxZx3EDcqSPnjb+8jdVPuPp0rXooA+R/iL8I9W8EySXtrvv9ELfLcKvzwjPAkA6em4cH2zivOK+/JI0ljaORFdGBVlYZBHoRXhPxI+BCXHnav4PjWOUkvLpucK3vET0/wB08emOlAHhWi63qXh3VIdS0q7ktbuI5V07j0I6EH0PFfUXw2+L2m+NI49Pv/LsdcC8wk/JPjqYye/+yeR2zgmvlGeCW2nkguInimjYq8cilWVh1BB6GmxyPFIskbsjoQyspwVI6EGgD7o17xBpnhnSZdT1a7S2tY+NzHlm7Ko6knHQV8tfEf4tap44meytvMsdEDfLbA4eb0MpB59dvQe5Ga5HXfFGueJpLd9a1Ke9a3jEcXmEYUfQdz3PU9zWPQAVpaHoOp+JNUj03SbOS6upOioOFHqx6Ae5rqPAHwv1rx1ciWNTaaUjYlvZFOD6hB/E36Dua+pvCfg7RfBmlix0e1EYOPNmfBlmI7u3fvx0GeAKAOP+HPwc0vwcsWo6l5eoa0MESEfu7c+iA9T/ALR59MV6fRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAV8ffGv/AJK7rv1g/wDREdfYNfNP7QnhO6tPEkXiaGItZXiLFM4H3JVGBn6qBj6GgDxau0+ExC/FLQCSAPtGOf8AdNcXVmwvrnTNQt7+zlMVzbyLLE4/hYHINAH3tRXlfgv45eHNftooNanTSNSwA/nHEDnuVfoo9mx1xk9a9Ntbu2vrZLmzuIriCQZSWFw6sPUEcGgCeiisrWPEmiaBF5mr6rZ2QIJUTzBWbH91erfgKAKfjxgvw88SkkAf2Vcjn/rk1fENe2/Fb4z23iLTpvD/AIcEhsZSBcXkilTKvXainkD1JwT0x6+JUAFfQf7M6kW/iVsHaXtgDj2kr58r63+CnhOfwv4FR72For7UJPtMiOMMi4ARSO3Az9WNAHpFfJHx1/5KrqH/AFyh/wDQBX1vXyR8df8Akquof9cof/QBQB5vXTfDz/kovh7/AK/ov/Qq5mum+Hf/ACUXw9/1/Rf+hUAfYuu+HtJ8S6c1hrFjDd2xOQsg5U+qkcqfcEGvnPx58CdV0ASX/h1pdU09RuaIgfaIh9B98e4GfbjNfUFFAHwCQQSCMEVe0fWtS0DUY9Q0q9mtLqPpJE2Mj0I6Eex4NfVfj34QaF40El5Co07V25+1RL8sh/6aL0b68H3OMV80eLfA+veCr77Pq9mVjZiIrmP5opf91v6HB9qAPcvAXx7sNU8rT/FQjsLw4VbxeIJP97+4ff7vXlelfPniB0l8SapJGyujXkzKynIILnkVm0UAFetfs7f8lHuP+wbL/wChx15LXrX7O3/JR7j/ALBsv/ocdAH1LXkH7Rn/ACINl/2EE/8AQHr1+vIP2jP+RBsv+wgn/oD0AfL9FFFAH2l8MP8AkmPh3/rySutrkvhh/wAkx8O/9eSV1tABXiHxq+Ff9qRzeKdCgJvo13XttGv+uUf8tFH94dx3HuOfb6KAPgCnxSyQypLFI0cqMGR0OCpHQg9jXtnxq+Ff9lyTeKdCtwLGRt17bIP9Sx/jUf3Seo7E8cdPEKAParr4+38/w8GnJFIniJ/3El4DhfLx/rBjo56Y7HnPavFetFFADlVnYKoJYnAAHJNfUvwb+GK+FNPGt6tCP7auk+VG/wCXaM/w/wC8e/p09c8r8D/heH8jxdrcClPvafbyLnJ/56kH/wAd/P0r6CoAKKKKAPCv2lv+QV4e/wCu83/oK18619FftLf8grw9/wBd5v8A0Fa+daACu2sfhL451LT7a+tNBaS2uYlmhf7TCNyMAQcF8jII61xNfb/gT/knvhr/ALBVr/6KWgD5d/4Uv8Qf+hdf/wACof8A4uj/AIUv8Qf+hdf/AMCof/i6+wqKAPj3/hS/xB/6F1//AAKh/wDi66f4d/C3xponj/R9S1HRGgs7eYtLIbiJto2kdAxPevpuigArmPiP/wAk28R/9g+b/wBBNdPXMfEf/km3iP8A7B83/oJoA+J6KKKANPTfDut6zC82l6NqF9EjbXe1tXlCnrglQcGl1Dw3rukQiXUtF1GyiJwHubV41P4sBX0D+zb/AMilrH/X8P8A0Wte0MqupVgGUjBBHBoA+AqK+j/ip8FrW8tJtb8K2iW95GN09jEAqTKOpRezew4OPXr84kEEgjBFAHrHwq8P/DfXLuC31u+vJNWY4WzucQ28reispJY+xZc+hr6es7O10+0itLO3it7aJdscUSBVUegA6V8EgkHINfSHwX+KrawsfhjX7jdfouLO5c8zqP4GP94Doe4Hr1APbqZJGksbRyIrowKsrDIIPYin1xnxD8fxfD+z0+7n097yG6nMTiOQKyADOQCOfpkfWgDmPFXwC8N65O91pM0mi3D8lIkEkBPc+XkbfwIHHSvLdX+APjTT2Js47PUkycfZ5wjY9xJt59gTXt+hfGPwRryqF1hLCYjJi1AeSV+rH5PyY13MUsc8SSwyJJG4DK6HIYeoI60AfDuqeEvEWiBm1PQ9QtUVipklt2CEj0bGD+BrGr7/AKwdZ8GeGvEAc6rodjcyOMGVoQJMezjDD8DQB8PVoaTrmq6Fcm40nUbqylOAzW8pTcPQ46j2PFei/Gf4e6H4Ju7GbRrh0W9L7rKSTeYwMfMpPO3tznnv6eVUAe9+A/j/AHH2mLT/ABgqPG5CrqMSBSpJ6yKOMe6gYx0PWvoJHV0V0YMrDIIOQRXwFX2f8LGu2+GHh43u7zvsgxu6+Xk+X/45toA8+/aU/wCQBoX/AF9Sf+gCvnGvo79pT/kAaF/19Sf+gCvnGgAr7f8AAn/IgeH/APsHwf8AoAr4gr7f8Cf8iB4f/wCwfB/6AKAOgooooAKKKKAPjr4yf8lZ17/rpF/6KSuFruvjJ/yVnXv+ukX/AKKSuFoA7L4Uf8lS8Pf9fP8A7Ka+za+MvhR/yVLw9/18/wDspr7NoAKKKKACiiigAooooA87+J/w30TxZo13qcqfZdVtYGkS7iXlwqk7XH8Q4+o7HqD8iV92eIv+RY1b/rzm/wDQDXwnQAV6l8FvAGl+NNXvLjV2ke208I32ZeBKST949ccdB19fXy2vff2af9b4h/3Yf/ZqAPfLe2gs7aO2tYY4IIlCRxRqFVFHQADgCpqKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAqpqOnWer2E1hqFtHc2ky7ZIpFyGH+e/ardFAHzp4x/Z5vYJZbrwlcrcwHkWNy4WRfZXPyt/wLHHc15DrPhnXPD0mzV9JvLL5toaaIhWPs3Q/ga+6aOtAHwBT45HiYPG7Iw6FTg19vXfgnwtfOz3XhzSZZGOWdrOPcT9cZrGufhD4CumJk8N265/55SSR/wDoLCgD5BfUr6VCkl7cOp7NKxH86q19fj4J/DwHP/CPf+Tlx/8AF1ftfhX4Gs/9V4asW/67KZf/AEImgD4xrqtA+HHi3xK8f9n6JdeS+CLidfKix67mwD+GT7V9g6d4c0PSJPM03RtPspMY321skZx9VArUoA8g8AfAvT/DdzDqmvTR6lqMZDRxID5ELevPLn3IAHpwDXr9FFABXyR8df8Akquof9cof/QBX1vWJqPg/wAN6veNeajoWnXdy4Aaae2V2IAwOSKAPhuum+Hf/JRfD3/X9F/6FX1p/wAK88Gf9Cto/wD4Bp/hUtr4G8KWV1FdWvhzS4J4mDxyR2qKysOhBA4NAHQUUUUAFVdQ06y1aylstQtYbq1kGHimQMp/A1aooA+dfH3wBntBLqPhBmuIBlm0+VsyL/1zY/eHseeOpNeHzwTWtxJBcRPDNGxV45FKspHUEHoa++qxtT8J+HtZuvtWp6Hp95cbQvmz2yO2B0GSM0AfDNetfs7f8lHuP+wbL/6HHX0B/wAK88Gf9Cto/wD4Bp/hVzS/Cnh7RLo3Wl6LYWVwUKGS3t1RipwSMgdOB+VAGzXkH7Rn/Ig2X/YQT/0B69fqhqmjaZrdsttqthbXsCtvWO4iDqG6Zwe/JoA+D6K+2v8AhXngz/oVtH/8A0/wo/4V54M/6FbR/wDwDT/CgCv8MP8AkmPh3/rySutqC0s7bT7SK0s4I4LeJdscUShVQegA6VPQAUUUUARyxRzxPFKivG6lXRhkMDwQR3FfKvxd+GEng3UjqmmRs+h3L8YGfszn+A+3ofw7ZP1dVTUdOs9X06fT9Qt0ntbhCksT9GB/l9eooA+C69U+D3wybxfqY1fVIWGiWr/dI/4+ZB/AP9kdz+Hfj2v/AIUl8PP+he/8nbj/AOOV2um6bZ6Pp1vp+n26W9pboEiiTooH8/qeTQBZVVRQqgKqjAAHAFOoooAKKKKAPCv2lv8AkFeHv+u83/oK1861926toGka6kaatplpfLESYxcwrIFJ64z0rM/4V54M/wChW0f/AMA0/wAKAPiWt2Dxn4ptbeK3t/EuswwRIEjijv5VVFAwAAGwAB2r69/4V54M/wChW0f/AMA0/wAKP+FeeDP+hW0f/wAA0/woA+Rf+E78Yf8AQ165/wCDGb/4qj/hO/GH/Q165/4MZv8A4qvrr/hXngz/AKFbR/8AwDT/AAo/4V54M/6FbR//AADT/CgD5F/4Tvxh/wBDXrn/AIMZv/iqP+E78Yf9DXrn/gxm/wDiq+uv+FeeDP8AoVtH/wDANP8ACj/hXngz/oVtH/8AANP8KALHgyea68C+Hri4lkmnl0y2eSSRizOxiUkknkknvVX4j/8AJNvEf/YPm/8AQTXRW1vDaW0VtbRJDBCgjjjRcKigYAA7ACkurW3vrWW1uoY57eZSkkUihldT1BB6igD4Gor7a/4V54M/6FbR/wDwDT/Cj/hXngz/AKFbR/8AwDT/AAoA86/Zt/5FLWP+v4f+i1r2qs/StD0rQoXh0nTrWxikbe6W8QQM2MZIHetCgAr51+OPwxNnPL4t0WD/AEaQ5v4I1/1bf89Rjse/oee5x9FUyWNJonilRXjdSrIwyGB6gigD4DqSGaW3mjmhkeOWNgyOjFWVhyCCOhr7W/4V54N/6FbR/wDwDT/Cj/hXngz/AKFbR/8AwDT/AAoA5r4S/EuPxtpJsb91TXLRB5q9PPTp5ij+Y7H61X+N/hLW/Fvh7TodDsvtc1vctJIgkRCF2kZ+YjP0612tj4M8MaZex3lhoGm2t1GSUmhtlRl4xwQPSt2gD4U1Tw7rehkf2rpF9ZAnAa4gZAT7EjB/Cq1jqmoaXL5un31zaSf37eVoz+YIr70rDvPBvhjUJGku/DulTyMcs8lnGWP44zQB8hW/xE8Z2z7k8U6uT/00u3cfkxNOufiP40useZ4o1Vcf88rlo/8A0EivqG6+EXgK7JMvhu2Un/nlJJH/AOgsKrL8FPh6jBh4eGfe7nP83oA+Rbq6uL25e4up5bieQ5eWVy7Mfcnk1Np2lahq9z9m02xubyfGfLt4mkbHrgCvsq0+G3guyAEXhjTDj/nrbrIf/Hs10dtaW9lbpb2lvFBAnCxxIFVfoBwKAPnfwH8AtQuLuHUPFu22tEIcWKOGkl9nI4VfYEnqOK+i440hiSONAiIAqqowAB0Ap9FAHh37Sn/IA0L/AK+pP/QBXzjX3dqug6Trscceraba3yRMWRbiISBT6jPSsv8A4V54M/6FbR//AADT/CgD4lr7f8Cf8iB4f/7B8H/oAqL/AIV54M/6FbR//ANP8K37e2htLaK2t4khgiUJHGi4VVHAAHYUATUUUUAFFFFAHx18ZP8AkrOvf9dIv/RSVwtfcV/4M8MapeyXt/4f025upSC801sjO2BgZJHPAFV/+FeeDP8AoVtH/wDANP8ACgD5X+FH/JUvD3/Xz/7Ka+zawbPwT4W068iu7Lw9plvcxHdHLFaorKfUEDit6gAooooAKKKKACiiigDM8Rf8ixq3/XnN/wCgGvhOvvyWKOeF4ZUV45FKurDIYHgg1zv/AArzwZ/0K2j/APgGn+FAHxLXvv7NP+t8Q/7sP/s1eu/8K88Gf9Cto/8A4Bp/hWjpPh3RdCMp0nSrOxMuPM+zQrHux0zgc0AalFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAf//Z)
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|  |
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| **Objective(s):**  To familiarize the students with linear data structure array and its basic operations |
| **Outcome:**  The students will be able to implement and use arrays for solving various problems |
| **Problem Statement:**  Create an array of integer with size n. Return the difference between the largest and the smallest value inside that array. |
| **Background Study:**  An Array is a data structure consisting of a collection of elements (values or variables), each identified by at least one array index or key. An array is stored such that the position of each element can be computed from its index tuple by a mathematical formula. The simplest type of data structure is a linear array, also called one-dimensional array. |
| **Algorithm (Student Work Area):**   * + - 1. START       2. Initialize arr[], len,i,max,min as variables       3. Input length of array(len).       4. Run a loop till i<len for input of array element.       5. Assign max and min as arr[0] element.       6. Run a loop till i<len for max and min value Within the loop Apply if statement for checking max and min value   {Max value: if arr[i]>max assign max=arr[i]}  {min value :if arr[i]<min assign min=arr[i]}   * + - 1. Print the desired outputs       2. END |
| **Code (Student Work Area):**  import java.util.\*;  import java.util.Scanner;  public class Array  {  public static void main(String[] args)  {  System.out.println("Size of the array is: ");  Scanner sc = new Scanner(System.in);  int size;  size = sc.nextInt();    System.out.println("Enter the array elements: ");  int arr[] = new int[size];  for(int i =0; i<size; i++)  {  arr[i] = sc.nextInt();  }  int min = arr[0];  int max = arr[0];  for(int i=0; i<size; i++)  {  if (arr[i]<min)  {  min = arr[i];  }  if (arr[i]>max)  {  max = arr[i];  }  }  System.out.println("The min array element is: "+min);  System.out.println("The max array element is: "+max);  System.out.println("The difference is: ");  System.out.println(max-min);  }  }  **Output (Student Work Area):** |
| **Question Bank:**   1. What is Data Structure?   Ans- A data structure is **a storage that is used to store and organize data**   1. Why Array is called as Linear Data Structure?   Ans- A linear array, is a list of finite numbers of elements stored in the memory. In a linear array, **we can store only homogeneous data elements**.   1. What type of Indexing is used in Java?   Ans-sequential and linked   1. How to find the missing number in integer array of 1 to 100?   Ans-  import java.util.\*;  class MissingNumber  {  public static void main(String[] args)  {  System.out.println("enter the size of the Array:");  Scanner sc=new Scanner(System.in);  int size=sc.nextInt();  int arr[]=new int[size];  for( int i=0;i<size-1;i++)  {  System.out.println("enter the elements of array:");  arr[i]=sc.nextInt();  }  int arrSum=0;  int sum=(size\*(size+1))/2;    for(int i=0;i<size-2;i++)  {  arrSum=arrSum+arr[i];  }  System.out.println("the missing number is:"+(sum-arrSum ));  }  }   1. How to find the second-highest value in a numeric array.   Ans-   * + - 1. START       2. Initialize maxone=0, maxtwo=0,len,dif,i,j       3. Find the length of the array       4. Run a loop i=0 till i<len with i=i+1   Check if(maxone<array[i])  And set maxtwo=maxone;maxone=array[i]  Check Else-if(maxtwo<Array[i])  And set maxtwo=array[i]   * + - 1. Dif=maxone-maxtwo       2. Print maxone,maxtwo and dif       3. END  1. How to swap the first and last elements of an array.    * + 1. START        2. Initialize array num[]={20,30,40} and x,len as variable        3. Find the length of the array (len)        4. Run loop till i=0;i<len;i=i+1   Print num[i]   * + - 1. Print (“Before swap”)       2. Set x= num[0] And num[0]=num[len-1] And num[len-1]=x       3. Run loop till i=0;i<len;i=i+1   Print num[i]   * + - 1. Print (“After Swap”)       2. END  1. Write a Java Program to check if see if Array contains a specific value. (Linear Search)   Ans-   1. Start 2. run loop from 0 to n   2. if the arr[i] is equal to the desired value then return it  3. Return the i index  4. if the desired element isn’t present then return -1. |
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|  |
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| **Objective(s):**  To familiarize the students with linear data structure array and its basic operations |
| **Outcome:**  The students will be able to implement and use arrays for solving various problems |
| **Problem Statement:**   1. Write a program that initializes an array with ten random integers and then prints four lines of output, containing:  * Every element at an even index * Every odd element * All elements in reverse order * Only the first and last element |
| **Background Study:**  An Array is a data structure consisting of a collection of elements (values or variables), each identified by at least one array index or key. An array is stored such that the position of each element can be computed from its index tuple by a mathematical formula. The simplest type of data structure is a linear array, also called one-dimensional array. |
| **Algorithm (Student Work area):**   * + - 1. START       2. Initialize arr[] with 10 elements and i,m,j as variables       3. Run a loop i=0 till i<10 with i=i+2   Print elements at even index of the array   * + - 1. Run a loop i=0 till i<10 with i=i+1   Check if((arr[i]%2)!=0);  Print every odd elements of the array   * + - 1. Run a loop j=9 till j>=0 with j=j-1   Print elements of the array in reversed order   * + - 1. Print arr[0] and arr[9] as first and last element respectively       2. END |
| Code (Student Work Area):  import java.util.\*;  public class Arr  {  public static void main(String[] args)  {  int arr[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };  System.out.print(" elements at even index: ");  for (int i = 0; i < arr.length; i = i + 2)  {  System.out.print(arr[i] + (","));  }  System.out.print("\n");  System.out.print(" elements at odd index: ");  for (int i = 0; i < arr.length; i++)  {  int m = arr[i];  if ((m % 2) != 0)  {  System.out.print(arr[i] + ",");  }  }  System.out.println("\n\nDisplaying elements of Array in Reverse Order");    for (int i = arr.length - 1; i >= 0; i--)  {  System.out.print(arr[i] + " ");  }    System.out.println("\nFirst Element: " + arr[0] + "\nLast Element: " + arr[arr.length - 1]);  }  }  Output: |
| **Question Bank:**   1. How we can segregate all 0s on left side and all 1s on right side of a given array of 0s and 1s. 2. START 3. Initialize arr[]={1,2,3,4,5} and len,x =0as a variable 4. Find the length of the array(len) 5. Run a loop i=0 till i<len with i=i+1   If (arr[i[==0)  {x=x+1}   1. Print zeros to the front x times 2. The remaining number of 1s will be 1- (x) 3. Print the remaining elements 4. END 5. How to reverse the array elements?    * + 1. START        2. Initialize arr[] with 10 elements and i,m,j as variables        3. Run a loop j=9 till j>=0 with j=j-1   Print elements of the array in reversed order  4. End   1. How to find the index of an array element?    * + 1. START        2. Initialize arr[]={1,2,3,4,5} and len,x as a variable        3. Find the length of the array(len)        4. Input the character who’s index is needed and store it in x        5. Run loop till i=0;i<len;i=i+1   Check if (arr[i]==x)  Print (“Index of character is:”+i)   * + - 1. End  1. How to remove a specific element from an array?    * + 1. START        2. Initialize arr[]={1,2,3,4,5} and len,x as a variable        3. Find the length of the array(len)        4. Input which element need to be deleted and store it in x        5. Input the character who’s index is needed and store it in x        6. Run loop till i=x;i<len-1;i=i+1   arr[i]=arr[i+1]   * + - 1. Run a loop i=0 till i<len-1 with i=i+1   Print elements of the array   * + - 1. End  1. How to insert an element (specific position) into an array?   1. START  2. Initialize arr[] = {1, 2, 3, 4, 5} and, and len x,n,pos as a variable  3. Get the the variables n and pos as inputs for element and position respectively  4. Initialise a new array arr\_new[] with size one greater than arr[]  5. Copy all the elements from previous array into the new array till the position pos  6.  Insert the element n at position pos  7.  Insert the rest of the elements from the previous array into the new array after the pos  8. END |

**EXPERIMENT NO. 3**

|  |
| --- |
| **Student Name and Roll Number:** Arjun Bhardwaj & 21CSU211 |
| **Semester /Section:** 3rd / FS-A |
| **Link to Code:** |
| **Date: 01/09/22** |
| **Faculty Signature:** |
| **Marks:** |

|  |
| --- |
| **Objective(s):**  To familiarize the students with linear data structure array and its basic operations |
| **Outcome:**  The students will be able to implement and use arrays for solving various problems |
| **Problem Statement:**   1. Write a program to read numbers in an integer array of size 5 and display the following:  * Sum of all the elements * Sum of alternate elements in the array * Second highest element in the array |
| **Background Study:**  An Array is a data structure consisting of a collection of elements (values or variables), each identified by at least one array index or key. An array is stored such that the position of each element can be computed from its index tuple by a mathematical formula. The simplest type of data structure is a linear array, also called one-dimensional array. |
| **Algorithm (Student Work Area):**   * + - 1. START       2. Initialize arr[]={1,2,3,4,5} and sum =0,sum2=0 as variables       3. Run loop till i=0 till i<=4 withi=i+1   sum = sum + arr[i]   * + - 1. Run loop till i=0 till i<=4 withi=i+2   sum2 = sum2 + arr[i]   * + - 1. Initialize maxone=0, maxtwo=0,len,dif,i,j       2. Find the length of the array       3. Run a loop i=0 till i<len with i=i+1   Check if(maxone<array[i])  And set maxtwo=maxone;maxone=array[i]  Check Else-if(maxtwo<Array[i])  And set maxtwo=array[i]   * + - 1. Print maxtwo,sum,sum2   End |
| **Code (Student Work Area):**  import java.util.\*;  public class Arra {  public static void main(String[] args) {  int sum=0;  int altsum=0;  int arr[]=new int[5];  Scanner sc=new Scanner(System.in);  for (int i = 0; i < arr.length; i++) {  arr[i]=sc.nextInt();  }  int max=arr[0];  int t=0;  for (int i = 0; i < arr.length; i++) {  sum=sum+arr[i];  }  for (int i = 0; i < arr.length; i=i+2) {  altsum=altsum+arr[i];  }  for (int i = 0; i < arr.length; i++) {  if (arr[i]>max) {  t=max;  max=arr[i];  }  }  System.out.println("Sum of array:"+sum+"\n"+"Sum of alternate elements:"+altsum+"\n"+"Second Highest No:"+t);  }  **}**  **OUTPUT :-** |
| **Question Bank:**   1. How we can count occurrence of a given number in the array and its frequency. 2. Ans: Start 3. Initialize arr[]={1,2,3,4,5} and oc=0 as a variable 4. Enter the element whose frequency you want to know and store in x 5. Run loop int i=0i<=4;i=i+1)   If(arr[i]=x)  Oc=oc+1   1. Print the occurrence of each element (oc) 2. End   2. How we can print the following in 2-D integer array with each element of maximum 2 digits  a) Elements of the entered array.  1.START  2.input of no of rows and column as r and m respectively  3.Run i=0 till i<r with i=i+1  Another nested loop j=0 tillvj<r with j=j+1  { Print arr[i][j]}}  4.END  b) Elements of the array after each element is multiplied by 2 if it is an odd number.  1.START  2.input of no of rows and column as r and m respectively  3. Run i=0 till i<r with i=i+1  Another nested loop j=0 tillvj<r with j=j+1  { check if a[i][j]%2!=0  a[i][j]=a[i][j]\*2  print a[i][j]  else  print a[i][j] }}  4.END  3. Given an array of integers, return the number of times that two 6's are next to each other in the array. Also count instances where the second element is 7.  Ans- 1. START  2. Initialize arr[] = {1, 2, 3, 4, 5, 6, 6, 5, 6, 6, 7}, variable count6= 0, count7= 0 and variable,x as length of arr  3. Run i = 0 till i &lt; x with i=i+1)  if(arr[i] == 6 and i+ 1 != x)  if (arr[i+1] == 7)  count7 = count7 + 1  if (arr[i+1] == 6)  count6 = count6 + 1  4. Print count6,count7  5. END  4. Write a method called swapPairs() that accepts an array of integers and swaps the elements at adjacent indexes. That is, elements 0 and 1 are swapped, elements 2 and 3 are swapped, and so on. If the array has an odd length, the final element should be left unmodified. For example, the list {10, 20, 30, 40, 50} should become {20, 10, 40, 30, 50} after a call to your method.  1. START  2. Initialize arr[] = {10, 20, 30, 40, 50}, variable n, and variable x as length of arr  3. run i = 0 till i &lt; x with i=i+1)  If(i+1 != x)  n = arr[i]  arr[i] = arr[i+1]  arr[i+1] = n  4. Print arr  5. END   1. Write a method called *median*() that accepts an array of integers as its argument and returns the median of the numbers in the array. The median is the number that will appear in the middle if you arrange the elements in order.   1.Start  2. Initialize minimum value min to  3. Traverse the array to find the minimum element in the array  4. While traversing if any element smaller than min\_idx is found then swap both the  values.  5. Then, increment min\_idx to point to next element  6. Repeat until array is sorted  7. Then, check if the number of elements present in the array is even or odd  8. If odd, then simply return the mid value of the array  9. Else, the median is the average of the two middle values  10. END |

**EXPERIMENT NO. 4**

|  |
| --- |
| **Student Name and Roll Number:** Arjun Bhardwaj & 21CSU211 |
| **Semester /Section:** 3rd / FS-A |
| **Link to Code:** CSL209 |
| **Date: 01/09/22** |
| **Faculty Signature:** |
| **Marks:** |

|  |
| --- |
| **Objective(s):**  To familiarize the students with linear data structure Linked List and its basic operations |
| **Outcome:**  The students will be able to implement and use singly linked list for solving various problems |
| **Problem Statement:**  Write a program to create a singly linked list of n nodes and perform:  • Insertion   * At the beginning * At the end * At a specific location   • Deletion   * At the beginning * At the end * At a specific location |
| **Background Study:** **Insertion Operation** Adding a new node in linked list is a more than one step activity. We shall learn this with diagrams here. First, create a node using the same structure and find the location where it has to be inserted.  Linked List Insertion  Imagine that we are inserting a node **B** (NewNode), between **A** (LeftNode) and **C** (RightNode). Then point B.next to C −  NewNode.next −> RightNode;  It should look like this −  Linked List Insertion  Now, the next node at the left should point to the new node.  LeftNode.next −> NewNode;  Linked List Insertion  This will put the new node in the middle of the two. The new list should look like this −  Linked List Insertion  Similar steps should be taken if the node is being inserted at the beginning of the list. While inserting it at the end, the second last node of the list should point to the new node and the new node will point to NULL. **Deletion Operation** Deletion is also a more than one step process. We shall learn with pictorial representation. First, locate the target node to be removed, by using searching algorithms.  Linked List Deletion  The left (previous) node of the target node now should point to the next node of the target node −  LeftNode.next −> TargetNode.next;  Linked List Deletion  This will remove the link that was pointing to the target node. Now, using the following code, we will remove what the target node is pointing at.  TargetNode.next −> NULL;  Linked List Deletion  We need to use the deleted node. We can keep that in memory otherwise we can simply deallocate memory and wipe off the target node completely.  Linked List Deletion |
| **Algorithm (Student Work Area):**   1. Create a class Node which has two attributes: data and next. Next is a pointer to the next node in the list. 2. Create another class which has two attributes: head and tail. 3. addNode() will add a new node to the list:    1. Create a new node.    2. It first checks, whether the head is equal to null which means the list is empty.    3. If the list is empty, both head and tail will point to the newly added node.    4. If the list is not empty, the new node will be added to end of the list such that tail's next will point to a newly added node. This new node will become the new tail of the list. 4. countNodes() will count the nodes present in the list:    1. Define a node current which will initially point to the head of the list.    2. Declare and initialize a variable count to 0.    3. Traverse through the list till current point to null.    4. Increment the value of count by 1 for each node encountered in the list. 5. display() will display the nodes present in the list:    1. Define a node current which will initially point to the head of the list.   Traverse through the list till current points to null |
| Code (Student Work Area):  import java.util.\*;  public class SinglyLL  {  static class Node  {  int data;  Node next;  Node(int data) {  this.data = data;  this.next = null;  }  }  Node head = null;  Scanner sc = new Scanner(System.in);  public void Creation()  {  int data, m, x;  Node temp = head;  do  {  System.out.println("Enter data: ");  data = sc.nextInt();  Node new\_node = new Node(data);    if (head == null)  {  head = new\_node;  }  else  {  System.out.println("Enter the number where you wish to insert: 1-beginning, 2-end, 3-a specefic location");  m = sc.nextInt();  switch (m)  {  case 1:  new\_node.next = head;  head = new\_node;  break;  case 2:  while (temp.next != null) {  temp = temp.next;  }  temp.next = new\_node.next;  break;  case 3:  System.out.println("Enter position where you want to insert the node: ");  int p = sc.nextInt();  Node temp1 = head;  for (int i = 0; i < (p - 1); i++) {  temp1 = temp1.next;  }  new\_node.next = temp1.next;  temp1.next = new\_node;  break;  }  }  System.out.println("Do you wish to continue? Press 1.");  x = sc.nextInt();  }  while (x == 1);  }  public void Deletion()  {  int data, n, m, p;  do  {  if (head == null)  {  System.out.println("LL is empty!");  }  else  {  System.out.println("Enter position from where you wish to delete the node: 1-beginning, 2-end, 3-specefic position");  m = sc.nextInt();  Node temp = head;  Node ptr = temp.next;  switch (m)  {  case 1:  temp = temp.next;  head = temp;  break;  case 2:  while (ptr.next != null)  {  temp = ptr;  ptr = ptr.next;  }  temp.next = null;  break;  case 3:  System.out.println("Enter position of node to be deleted: ");  p = sc.nextInt();  for (int i = 0; i < (p - 1); i++)  {  temp = ptr;  ptr = ptr.next;  }  temp.next = ptr.next;  break;  }  }  System.out.println("Do you want to delete more data? If yes, press 1.");  n = sc.nextInt();  }  while (n == 1);  }  public void Traverser()  {  Node temp = head;  if (head == null)  {  System.out.println("LL doesn't exist!");  }  else  {  while (temp != null)  {  System.out.println(temp.data);  temp = temp.next;  }  }  }  public static void main(String[] args)  {  SinglyLL ll = new SinglyLL();  ll.Creation();  ll.Deletion();  ll.Traverser();  }  } |
| **Output – Screenshots (Student Work Area):** |
| **Question Bank:**  How Linked List id different from Arrays?  Ans. An array is a grouping of data elements of equivalent data type. A linked list is a group of entities called a node. The node includes two segments: data and address.  How to perform the following set of operations on a singly linked list (SLL):   * Swapping the first and last node of a singly linked list   Ans.   1. Start 2. Swapping the first and last node of a singly linked list 3. Create a class Node which has two attributes: data and next. Next is a pointer to the next node in the list. 4. Create another class Swap which has two attributes: head and tail. 5. addNode() will add a new node to the list: 6. Create a new node. 7. It first checks, whether the head is equal to null which means the list is empty. 8. If the list is empty, both head and tail will point to a newly added node. 9. End  * Pairwise swap elements of a given linked list   Ans.   1. Start 2. Initialize prev and curr pointers. 3. Traverse the list, store in temp node the value of curr->next and change next of curr as of the prev node. 4. If temp is NULL or temp is the last node then change prev->next to NULL and break the iteration. (Above mentioned corner conditions). 5. Else we have to change next of prev to next of next of curr. 6. Update prev and curr nodes for next iterate. 7. End  * Get the location of first and last occurrence of an element in a single LinkedList   Ans.   1. Start 2. Run a for loop and for i = 0 to n-1 3. Take first = -1 and last = -1 4. When we find an element first time then we update first = i 5. We always update last=i whenever we find the element. 6. We print first and last 7. End  * Remove duplicates from an unsorted linked list   Ans.  1. Create a function ‘getResult()’ that will accept one parameter, i.e., one head pointer of the linked list.  2. Initialize two variables: ‘temp1’ will keep track of the element whose duplicates are being checked, and ‘temp2’ will keep track of the node that is being checked for the duplicate.  3. Assign the value of ‘head’ to ‘temp1’ and assign the null value to ‘temp2’.  4. Make an iteration using the ‘while’ loop, which will terminate if the value of ‘temp1’ or the ‘next’ pointer of ‘temp1’ is equal to null.  5. Store value of ‘temp1’ in ‘temp2’.  6. Make one nested iteration using the ‘while’ loop, which will terminate if the value of the ‘next’ pointer of ‘temp2’ is equal to null.  7. Check if the value of both the ‘temp1’ and ‘temp2’ are equal or not, if they are equal, delete that node and increment the next pointer of ‘temp2’ to its next node’s next pointer and if not equal, then only increment it once.  8. Increment the ‘next’ pointer of the ‘temp1’ node to its next node.   * Delete alternate nodes of a Linked List.   Ans.   1. Start 2. Create a struct variable node that has data and a next pointer. 3. Initialize the linked list by setting the head variable to NULL, indicating an empty list. 4. Write an insert method to insert elements or nodes in the list. ‘ 5. Write a delete function to remove alternate elements from the list. This function will iterate through the list and skips one item, and delete every other alternating item from the list. 6. Write a function to display the elements of the list at any time to print output and verify results. 7. End |

**EXPERIMENT NO. 5**

|  |
| --- |
| **Student Name and Roll Number:** Arjun Bhardwaj & 21CSU211 |
| **Semester /Section:** 3rd / FS-A |
| **Link to Code:** CSL209 |
| **Date: 08/09/22** |
| **Faculty Signature:** |
| **Marks:** |

|  |
| --- |
| **Objective(s):**  To familiarize the students with linear data structure Linked List and its basic operations |
| **Outcome:**  The students will be able to implement and use doubly linked list for solving various problems |
| **Problem Statement:**  Write a program to create a doubly linked list of n nodes and perform:  • Insertion   * At the beginning * At the end * At a specific location   • Deletion   * At the beginning * At the end * At a specific location |
| **Background Study:**  A Doubly Linked List (DLL) contains an extra pointer, typically called *previous pointer*, together with next pointer and data which are there in singly linked list. **Insertion Operation**A node can be added in three ways  **1)**At the front of the DLL  **2)** After a given node.  **3)** At the end of the DLL  **1) Add a node at the front:**dll_add_front **2) Add a node after a given node.:**  dll_add_middle **3) Add a node at the end:** dll_add_end **Deletion Operation** The deletion of a node in a doubly-linked list can be divided into three main categories:  Suppose we have a double-linked list with elements **1**, **2**, and **3**.  Original doubly linked list 1. Delete the First Node of Doubly Linked List **Reset value node after the del\_node (i.e. node two)**  Reorganize the pointers  ***Reorganize the pointers***  Finally, free the memory of del\_node. And, the linked will look like this  Final list  ***Final list*** 2. Deletion of the Inner Node If del\_node is an inner node (second node), we must have to reset the value of next and prev of the nodes before and after the del\_node.  **For the node before the del\_node (i.e. first node)**  Assign the value of next of del\_node to the next of the first node.  **For the node after the del\_node (i.e. third node)**  Assign the value of prev of del\_node to the prev of the third node.  Reorganize the pointers  ***Reorganize the pointers***  Finally, we will free the memory of del\_node. And, the final doubly linked list looks like this.  Final list  ***Final list*** 3. Delete the Last Node of Doubly Linked List In this case, we are deleting the last node with value **3** of the doubly linked list.  Here, we can simply delete the del\_node and make the next of node before del\_node point to NULL.  Reorganize the pointers  ***Reorganize the pointers***  The final doubly linked list looks like this.  Final list  ***Final list*** |
| **Algorithm (Student Work Area):**   1. Define a Node class which represents a node in the list. It will have three properties: data, previous which will point to the previous node and next which will point to the next node. 2. Define another class for creating a doubly linked list, and it has two nodes: head and tail. Initially, head and tail will point to null. 3. addNode() will add node to the list:    1. It first checks whether the head is null, then it will insert the node as the head.    2. Both head and tail will point to a newly added node.    3. Head's previous pointer will point to null and tail's next pointer will point to null.    4. If the head is not null, the new node will be inserted at the end of the list such that new node's previous pointer will point to tail.    5. The new node will become the new tail. Tail's next pointer will point to null. 4. display() will show all the nodes present in the list.  * Define a new node 'current' that will point to the head. * Print current.data till current points to null.   Current will point to the next node in the list in each iteration. |
|  |
| **Code (Student Work Area):**  import java.util.\*;  public class DLL {  static class Node {  int data;  Node next;  Node prev;  Node(int data) {  this.data = data;  this.next = null;  this.prev = null;  }  }  Node head = null;  Node tail = null;  Scanner sc = new Scanner(System.in);  public void Creation() {  int data, n, m, p;  do {  System.out.println("Enter data: ");  data = sc.nextInt();  Node new\_node = new Node(data);  if (head == null)  {  head = new\_node;  tail = new\_node;    } else  {  System.out.println("Where do you wish to insert data: 1-beginning, 2-end, 3-specefic position");  m = sc.nextInt();  Node temp = head;  Node ptr = temp.next;  switch (m) {  case 1:  new\_node.next = head;  head.prev = new\_node;  head = new\_node;  break;  case 2:  tail.next = new\_node;  new\_node.prev = tail;  tail = new\_node;  break;  case 3:  System.out.println("Enter position where node is to be inserted: ");  p = sc.nextInt();  for (int i = 0; i < (p - 1); i++) {  temp = ptr;  temp = temp.next;  ptr = ptr.next;  }  new\_node.next = temp.next;  temp.next = new\_node;  break;  }  }  System.out.println("Do you want to enter more data? If yes, press 1.");  n = sc.nextInt();  }  while (n == 1);  }  public void Deletion()  {  int data;  int n, m, p;  do  {  if (head == null)  {  System.out.println("LL is empty!");  }  else  {  System.out.println("Enter position from where you wish to delete the node: 1-beginning, 2-end, 3-specefic position");  m = sc.nextInt();  Node temp = head;  Node ptr = temp.next;  switch (m) {  case 1:  temp = temp.next;  head = temp;  head.prev = null;  break;  case 2:  Node temp1 = tail;  temp1 = temp1.prev;  temp1.next = null;  break;  case 3:  System.out.println("Enter position of node to be deleted: ");  p = sc.nextInt();  Node temp2 = head;  Node ptr1 = temp2.next;  for (int i = 0; i < (p - 1); i++) {  temp2 = ptr1;  ptr1 = ptr1.next;  }  temp2.next = ptr1.next;  ptr.next.prev = temp;  break;  }  }  System.out.println("Do you want to delete more data? If yes, press 1.");  n = sc.nextInt();  }  while (n == 1);  }  public void Display()  {  Node temp = head;  if (temp == null)  {  System.out.println("LL does not exist!");  } else  {  while (temp != null)  {  System.out.println(temp.data + " ");  temp = temp.next;  }  }  }  public static void main(String[] args)  {  DoublyLL dList = new DoublyLL();  dList.Creation();  dList.Display();  dList.Deletion();  dList.Display();  }  }  **Output – Screenshots (Student Work Area):** |

**EXPERIMENT NO. 6**
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|  |
| --- |
| **Objective(s):**  To familiarize the students with linear data structure Linked List and its basic operations |
| **Outcome:**  The students will be able to implement and use Circular linked list for solving various problems |
| **Problem Statement:**  Write a program to create a Circular linked list of n nodes and perform:  • Insertion   * At the beginning * At the end * At a specific location   • Deletion   * At the beginning * At the end * At a specific location |
| **Background Study:**  **Circular linked list** is a linked list where all nodes are connected to form a circle. There is no NULL at the end. A circular linked list can be a singly circular linked list or doubly circular linked list.   **Insertion** We can insert a node in a circular linked list either as a first node (empty list), in the beginning, in the end, or in between the other nodes. Let us see each of these insertion operations using a pictorial representation below.  **#1) Insert in an empty list**  Insert in an empty list  When there are no nodes in circular list and the list is empty, the last pointer is null, then we insert a new node N by pointing the last pointer to the node N as shown above. The next pointer of N will point to the node N itself as there is only one node. Thus N becomes the first as well as last node in the list.  **#2) Insert at the beginning of the list**  Insert at the beginning of the list  As shown in the above representation, when we add a node at the beginning of the list, the next pointer of the last node points to the new node N thereby making it a first node.  **N->next = last->next**  **Last->next = N**  **#3) Insert at the end of the list**  last node points to the new node  **To insert a new node at the end of the list, we follow these steps:**  **N-> next = last ->next; last ->next = N last = N**  **#4) Insert in between the list**  Insert in between the list  Suppose we need to insert a new node N between N3 and N4, we first need to traverse the list and locate the node after which the new node is to be inserted, in this case, its N3.  **After the node is located, we perform the following steps.**  **N -> next = N3 -> next; N3 -> next = N**  This inserts a new node N after N3. **Deletion** The deletion operation of the circular linked list involves locating the node that is to be deleted and then freeing its memory.  For this we maintain two additional pointers curr and prev and then traverse the list to locate the node. The given node to be deleted can be the first node, the last node or the node in between. Depending on the location we set the curr and prev pointers and then delete the curr node.  **A pictorial representation of the deletion operation is shown below.**  deletion operation |
| **Algorithm (Student Work Area):**  1.if ptr = null  writeoverflow   gotostep11   [end of if]  2.set new\_node = ptr  3. set ptr = ptr -> next  4. set new\_node -> data = val  5. set temp = head  6. repeat step 8 while temp -> next != head  7. set temp = temp -> next  [end of loop]  8. set new\_node -> next = head  9. set temp → next = new\_node  10. set head = new\_node  11. exit |
|  |
| **Code (Student Work Area):**  import java.util.\*;  public class CircularLL  {  static class Node  {  int data;  Node next;  Node(int data)  {  this.data = data;  this.next = null;  }  }  Node head = null;  Node tail = null;  Scanner sc = new Scanner(System.in);  public void Create()  {  int data, n, m, p;  do  {  System.out.println("Enter data");  data = sc.nextInt();  Node new\_node = new Node(data);  if (head == null)  {  head = new\_node;  tail = new\_node;  new\_node.next = head;  }  else  {  tail = new\_node;  tail.next = head;  new\_node.next = head;  System.out.println("Enter the position where you wish to insert new node: 1-beginning, 2-end, 3-specefic position: ");  m = sc.nextInt();  Node temp = head;  switch (m)  {  case 1:  new\_node.next = head;  head = new\_node;  tail.next = head;  break;  case 2:  tail.next = new\_node;  tail = new\_node;  new\_node.next = head;  break;  case 3:  System.out.println("Enter position of node to be inserted: ");  p = sc.nextInt();  for (int i = 0; i < (p - 1); i++) {  temp = temp.next;  }  new\_node.next = temp.next;  temp.next = new\_node;  break;  }  }  System.out.println("Do you wish to enter more nodes? If yes, press 1.");  n = sc.nextInt();  }  while (n == 1);  }  public void Delete()  {  int data, m, p;  int n;  do  {  if (head == null)  {  System.out.println("Where do you want to delete the nodes from? 1-beginning, 2-end, 3-specefic position: ");  m = sc.nextInt();  switch (m)  {  case 1:  Node temp = head;  temp = temp.next;  head = temp;  tail.next = head;  break;  case 2:  Node temp1 = head;  Node ptr = temp1.next;  while (ptr.next != null)  {  temp1 = ptr;  ptr = ptr.next;  }  temp1.next = head;  tail = temp1;  break;  case 3:  System.out.println("Enter position of node to be deleted: ");  p = sc.nextInt();  Node temp2 = head;  Node ptr1 = temp2.next;  for (int i = 0; i < (p - 1); i++)  {  temp2 = ptr1;  ptr1 = ptr1.next;  }  temp2.next = ptr1.next;  break;  }  }  System.out.println("Do you wish to delete more data? Press 1.");  n = sc.nextInt();  }  while (n == 1);  }  public void Traverse()  {  Node temp = head;  if (head == null)  System.out.println("LL doesn't exist");  else  {  while (temp != null);  {  System.out.println(temp.data +" ");  temp = temp.next;  }  }  }  public static void main(String[] args)  {  CircularLL cl = new CircularLL();  cl.Create();  cl.Traverse();  cl.Delete();  cl.Traverse();  }  }  **Output – Screenshots (Student Work Area):** |
| **Question Bank:**  How Circular Linked List id different from Singly Linked List?  Ans. Circular linked list. A circular linked list is a variation of a singly linked list. The only difference between the singly linked list and a circular linked list is that the last node does not point to any node in a singly linked list, so its link part contains a NULL value.  Analyze the complexity of Traversal, insertion and Deletion operations in Linked List?  Ans. **•Traversal - access each element of the linked list**  **•Insertion - adds a new element to the linked list**  **•Deletion - removes the existing elements**  **Traverse a Linked List**  **Displaying the contents of a linked list is very simple. We keep moving the temp node to the next one and display its contents.**  **When temp is NULL, we know that we have reached the end of the linked list so we get out of the while loop.** |
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|  |
| --- |
| **Objective(s):**  To familiarize the students with linear data structure Stacks and its basic operations |
| **Outcome:**  The students will be able to implement and use Stacks for solving various problems |
| **Problem Statement:**  Write a program to create a stack and perform:   * POP * PUSH * PEEK * ISEMPTY * ISFULL  1. Use Arrays for Implementation 2. Use Linked List for Implementation |
| **Background:**  Stacks are dynamic data structures that follow the **Last In First Out (LIFO)** principle. The last item to be inserted into a stack is the first one to be deleted from it.  For example, you have a stack of trays on a table. The tray at the top of the stack is the first item to be moved if you require a tray from that stack.  **Inserting and deleting elements**  Stacks have restrictions on the insertion and deletion of elements. Elements can be inserted or deleted only from one end of the stack i.e. from the top. The element at the top is called the top element. The operations of inserting and deleting elements are called push() and pop() respectively.  When the top element of a stack is deleted, if the stack remains non-empty, then the element just below the previous top element becomes the new top element of the stack.  For example, in the stack of trays, if you take the tray on the top and do not replace it, then the second tray automatically becomes the top element (tray) of that stack.  **Features of stacks**   * Dynamic data structures * Do not have a fixed size * Do not consume a fixed amount of memory * Size of stack changes with each push() and pop() operation. Each push() and pop() operation increases and decreases the size of the stack by 1, respectively.   A stack can be visualized as follows:  enter image description here |
| **Algorithm (Student Work Area):**  1. Checks if the stack is full.  2. If the stack is full, produces an error and exit.  3. If the stack is not full, increments top to point next empty space.  4. Adds data element to the stack location, where top is pointing.  5. Returns success. |
| Code (Student Work Area):  1. Linked List  import java.util.\*;  class StackL  {  Scanner sc = new Scanner(System.in);    static class Node  {  int data;  Node next;  Node(int data)  {  this.data = data;  this.next = null;  }  }  Node top = null;  void Push(Scanner sc)  {  System.out.println("Enter data: ");  int data = sc.nextInt();  Node new\_node = new Node(data);  if(top == null)  {  top = new\_node;  }  else  {  new\_node.next = top;  top = new\_node;  }  }  void Pop()  {  if(top == null)  {  System.out.println("Stack is empty!");  }  else  {  top = top.next;  }  }  void Display()  {  Node temp = top;  while(temp != null)  {  System.out.println(temp.data);  temp = temp.next;  }  }  }  public class Stack\_LL  {  public static void main(String[] args)  {  StackL l = new StackL();  Scanner sc = new Scanner(System.in);  int m;  do  {  System.out.println("Enter your choice: 1-Push, 2-Pop, 3-Display");  int c = sc.nextInt();  switch (c)  {  case 1:  {  l.Push(sc);  break;  }  case 2:  {  l.Pop();  break;  }  case 3:  {  l.Display();  break;  }  }  System.out.println("Enter 9 to go back to the Main Menu: ");  System.out.println("Or Enter any key to EXIT!");  m = sc.nextInt();  }  while (m == 9);  {  System.out.println("EXITED SUCCESSFULLY!");  }  l.Push(sc);  l.Display();  l.Pop();  l.Display();  }  }  2. Array  import java.util.\*;  class Stack  {  Scanner scc = new Scanner(System.in);  int top = -1;  int n = 10;  int arr[] = new int[n];    void Push(Scanner sc)  {  if(top == (n-1))  {  System.out.println("Underflow Condition!");  }  else  {  System.out.println("Enter data: ");  int i = scc.nextInt();  top = top + 1;  arr[top] = i;  System.out.println("Item inserted!");  }  }  void Pop()  {  if(top == -1)  {  System.out.println("Underflow Condition!");  }  else  {  top = top -1;  System.out.println("Item deleted!");  }  }  void Display()  {  System.out.println("Items are: ");  for(int j=top; j>-1; j--)  {  System.out.println(arr[j]);  }  }  }  public class Stack\_Arr  {  public static void main(String[] args)  {  Stack s = new Stack();  Scanner sc = new Scanner(System.in);  int l;  do  {  System.out.println("Enter your choice: 1-Push, 2-Pop, 3-Display");  int c = sc.nextInt();  switch (c)  {  case 1:  {  s.Push(sc);  break;  }  case 2:  {  s.Pop();  break;  }  case 3:  {  s.Display();  break;  }  }  System.out.println("Enter 9 to go back to the Main Menu: ");  System.out.println("Or Enter any key to EXIT!");  l = sc.nextInt();  }  while(l==9);  {  System.out.println("EXITED SUCCESSFULLY!");  }  s.Push(sc);  s.Pop();  s.Display();  }  } |
| **Output – Screenshots (Student Work Area):**   * + 1. **LL** |
| **Question Bank:**  1)What are Stacks?  Ans) In computer science, a stack is an abstract data type that serves as a collection of elements, with two main operations: Push, which adds an element to the collection, and Pop, which removes the most recently added element that was not yet removed  2)What are the applications of stacks?  Ans) A Stack can be used for evaluating expressions consisting of operands and operators. Stacks can be used for Backtracking, i.e., to check parenthesis matching in an expression. It can also be used to convert one form of expression to another form. It can be used for systematic Memory Management. |
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| **Objective(s):**  To familiarize the students with linear data structure Stacks and its applications. |
| **Outcome:**  The students will be able to implement and use Stacks for solving various problems |
| **Problem Statement:**  Write a program to create a stack and perform:  Reversal of a sentence using stack.  **Given a string str consisting of a sentence, the task is to reverse the entire sentence word by word.**  **Examples:**  **Input: str = “data structures and algorithms” Output:  algorithms and structures data** |
| **Background:**  Stacks are dynamic data structures that follow the **Last In First Out (LIFO)** principle. The last item to be inserted into a stack is the first one to be deleted from it.  For example, you have a stack of trays on a table. The tray at the top of the stack is the first item to be moved if you require a tray from that stack.  **Inserting and deleting elements**  Stacks have restrictions on the insertion and deletion of elements. Elements can be inserted or deleted only from one end of the stack i.e. from the top. The element at the top is called the top element. The operations of inserting and deleting elements are called push() and pop() respectively.  When the top element of a stack is deleted, if the stack remains non-empty, then the element just below the previous top element becomes the new top element of the stack.  For example, in the stack of trays, if you take the tray on the top and do not replace it, then the second tray automatically becomes the top element (tray) of that stack.  **Features of stacks**   * Dynamic data structures * Do not have a fixed size * Do not consume a fixed amount of memory * Size of stack changes with each push() and pop() operation. Each push() and pop() operation increases and decreases the size of the stack by 1, respectively.   A stack can be visualized as follows:  enter image description here |
| Code (Student Work Area):  Code (Student Work Area):  import java.util.\*;  class Stack\_Str {  int size;  int top;  char[] a;  boolean isEmpty() { return (top < 0); }  Stack\_Str(int n)  {  top = -1;  size = n;  a = new char[size];  }  boolean push(char x)  {  if (top >= size) {  System.out.println("Stack Overflow");  return false;  }  else {  a[++top] = x;  return true;  }  }  char pop()  {  if (top < 0) {  System.out.println("Stack Underflow");  return 0;  }  else {  char x = a[top--];  return x;  }  }  }  class Main {  public static void reverse(StringBuffer str)  {  int n = str.length();  Stack\_Str obj = new Stack\_Str(n);  int i;  for (i = 0; i < n; i++)  obj.push(str.charAt(i));  for (i = 0; i < n; i++) {  char ch = obj.pop();  str.setCharAt(i, ch);  }  }  public static void main(String args[])  {  Scanner input = new Scanner(System.in);  System.out.println("Enter the string: ");  String inp = input.next();  StringBuffer s = new StringBuffer(inp);  reverse(s);  System.out.println("Reversed string is " + s);  }  } |
| **Output – Screenshots (Student Work Area):** |
| **Question Bank:**  What are Stacks?  In computer science, a stack is an abstract data type that serves as a collection of elements, with two main operations: Push, which adds an element to the collection, and Pop, which removes the most recently added element that was not yet removed.  How we can split a sentence and push it into the stack?  Ans) Concat returns a new array that contains the additional values, but you would still have to do something with the array afterwards |
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| **Objective(s):**  To familiarize the students with linear data structure Stacks and its applications. |
| **Outcome:**  The students will be able to implement and use Stacks for solving various problems |
| **Problem Statement:**  Write a program to check whether the parenthesis in the expression are balanced or not.  **Given a string str consisting of an expression**  **Examples:**  **Input: str = (a+b)\*c**  **Output: Parenthesis Balanced** |
| **Background:**  Stacks are dynamic data structures that follow the **Last In First Out (LIFO)** principle. The last item to be inserted into a stack is the first one to be deleted from it.  For example, you have a stack of trays on a table. The tray at the top of the stack is the first item to be moved if you require a tray from that stack.  **Inserting and deleting elements**  Stacks have restrictions on the insertion and deletion of elements. Elements can be inserted or deleted only from one end of the stack i.e. from the top. The element at the top is called the top element. The operations of inserting and deleting elements are called push() and pop() respectively.  When the top element of a stack is deleted, if the stack remains non-empty, then the element just below the previous top element becomes the new top element of the stack.  For example, in the stack of trays, if you take the tray on the top and do not replace it, then the second tray automatically becomes the top element (tray) of that stack.  **Features of stacks**   * Dynamic data structures * Do not have a fixed size * Do not consume a fixed amount of memory * Size of stack changes with each push() and pop() operation. Each push() and pop() operation increases and decreases the size of the stack by 1, respectively.   A stack can be visualized as follows:  enter image description here |
| **Algorithm (Student Work Area):**   * Declare a character stack (say **temp**). * Now traverse the string exp.   + If the current character is a starting bracket ( **‘(‘ or ‘{‘  or ‘[‘**) then push it to stack.   + If the current character is a closing bracket ( **‘)’ or ‘}’ or ‘]’**) then pop from stack and if the popped character is the matching starting bracket then fine.   + Else brackets are**Not Balanced**. * After complete traversal, if there is some starting bracket left in stack then **Not balanced**, else **Balanced**. |
| Code (Student Work Area):  import java.util.\*;  public class BalancedBrackets  {  static boolean areBracketsBalanced(String expr)  {  Deque<Character> stack = new ArrayDeque<Character>();    for (int i = 0; i < expr.length(); i++) {  char x = expr.charAt(i);  if (x == '(' || x == '[' || x == '{')  {  stack.push(x);  continue;  }  if(stack.isEmpty())  return false;  char check;  switch (x)  {  case ')':  check = stack.pop();  if (check == '{' || check == '[')  return false;  break;  case '}':  check = stack.pop();  if (check == '(' || check == '[')  return false;  break;  case ']':  check = stack.pop();  if (check == '(' || check == '{')  return false;  break;  }  }    return (stack.isEmpty());  }    public static void main(String[] args)  {  String expr = "([{}])";    if (areBracketsBalanced(expr))  System.out.println("Balanced ");    else  System.out.println("Not Balanced ");  }  } |
| **Q: How a stack helps in syntax analysis or compilation of a program?**  **Ans. A Stack helps to manage the data in the 'Last in First out' method. When the variable is not used outside the function in any program, the Stack can be used. It allows you to control and handle memory allocation and deallocation. It helps to automatically clean up the objects.** |
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| **Objective(s):**  To familiarize the students with linear data structure Stacks and its applications. |
| **Outcome:**  The students will be able to implement and use Stacks for solving various problems |
| **Problem Statement:**  Write a program to convert Infix expression into Postfix.  **Given a string str consisting of an infix expression, convert it into Postfix**  **Examples:**  **Input: str = (a+b)\*c**  **Output: ab+\*** |
| **Background:**  Any expression can be represented using three types of expressions (Infix, Postfix, and Prefix). We can also convert one type of expression to another type of expression like Infix to Postfix, Infix to Prefix, Postfix to Prefix and vice versa.  **Infix to postfix conversion** Scan through an expression, getting one token at a time.  1 Fix a priority level for each operator. For example, from high to low:      3.    - (unary negation)     2.    \* /     1.    + - (subtraction)  Thus, high priority corresponds to high number in the table.  2 If the token is an operand, do not stack it. Pass it to the output.  3 If token is an operator or parenthesis, do the following:     -- Pop the stack until you find a symbol of lower priority number than the current one. An incoming left parenthesis will be considered to have higher priority than any other symbol. A left parenthesis on the stack will not be removed unless an incoming right parenthesis is found. The popped stack elements will be written to output.     --Stack the current symbol.     -- If a right parenthesis is the current symbol, pop the stack down to (and including) the first left parenthesis. Write all the symbols except the left parenthesis to the output (i.e. write the operators to the output).     -- After the last token is read, pop the remainder of the stack and write any symbol (except left parenthesis) to output.  **Example:**  Convert A \* (B + C) \* D to postfix notation.   |  |  |  |  | | --- | --- | --- | --- | | **Move** | **Curren Ttoken** | **Stack** | **Output** | | 1 | A | empty | A | | 2 | \* | \* | A | | 3 | ( | (\* | A | | 4 | B | (\* | A B | | 5 | + | +(\* | A B | | 6 | C | +(\* | A B C | | 7 | ) | \* | A B C + | | 8 | \* | \* | A B C + \* | | 9 | D | \* | A B C + \* D | | 10 |  | empty |  | |
| **Algorithm (Student Work Area):**   1. Scan the infix notation from left to right one character at a time. 2. If the next symbol scanned as an operand, append it to the postfix string. 3. If the next symbol scanned as an operator, the:    1. Pop and append to the postfix string every operator on the stack that:       1. Is above the most recently scanned left parenthesis, and       2. Has precedence higher than or is a right-associative operator of equal precedence to that of the new operator symbol.    2. Push the new operator onto the stack 4. If a left parenthesis is scanned, push it into the stack. 5. If a right parenthesis is scanned, all operators down to the most recently scanned left parenthesis must be popped and appended to the postfix string. Furthermore, the pair of parentheses must be discarded. 6. When the infix string is fully scanned, the stack may still contain some operators. All the remaining operators should be popped and appended to the postfix string. |
| Code (Student Work Area):  import java.io.\*;  class Stack\_ItP  {  char a[] = new char[100];  int top = -1;  void push(char c)  {  try  {  a[++top] = c;  }  catch (StringIndexOutOfBoundsException e)  {  System.out.println("Stack full, no room to push, size=100");  System.exit(0);  }  }  char pop()  {  return a[top--];  }  boolean isEmpty()  {  return (top == -1) ? true : false;  }  char peek()  {  return a[top];  }  }  public class InfixToPostfix  {  static Stack\_ItP operators = new Stack\_ItP();  public static void main(String argv[]) throws IOException  {  String infix;    BufferedReader keyboard = new BufferedReader(new InputStreamReader(System.in));    System.out.print("\nEnter the infix expression you want to convert: ");  infix = keyboard.readLine();    System.out.println("Postfix expression for the given infix expression is:" + toPostfix(infix));  }  private static String toPostfix(String infix)  {  char symbol;  String postfix = "";  for (int i = 0; i < infix.length(); ++i)    {  symbol = infix.charAt(i);    if (Character.isLetter(symbol))  postfix = postfix + symbol;  else if (symbol == '(')  {  operators.push(symbol);  }  else if (symbol == ')')  {  while (operators.peek() != '(')  {  postfix = postfix + operators.pop();  }  operators.pop();  }  else  {  while (!operators.isEmpty() && !(operators.peek() == '(') && prec(symbol) <= prec(operators.peek()))  postfix = postfix + operators.pop();  operators.push(symbol);  }  }  while (!operators.isEmpty())  postfix = postfix + operators.pop();  return postfix;  }  static int prec(char x)  {  if (x == '+' || x == '-')  return 1;  if (x == '\*' || x == '/' || x == '%')  return 2;    return 0;  } |
| **Output – Screenshots (Student Work Area):** |
| **QUESTION BANK:**   1. **Why conversion is required?**   **Ans)** Infix expressions are readable and solvable by humans. We can easily distinguish the order of operators, and also can use the parenthesis to solve that part first during solving mathematical expressions. **The computer cannot differentiate the operators and parenthesis easily**, that's why postfix conversion is needed.   1. **How we can convert infix to prefix and prefix to postfix?**   **Ans)**  Step 1: Reverse the infix expression i.e A+B\*C will become C\*B+A. Note while reversing each ‘(‘ will become ‘)’ and each ‘)’ becomes ‘(‘.  Step 2: Obtain the “nearly” postfix expression of the modified expression i.e CB\*A+.  Step 3: Reverse the postfix expression. Hence in our example prefix is +A\*BC. |
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| **Objective(s):**  To familiarize the students with linear data structure Stacks and its application Recursion. |
| **Outcome:**  The students will be able to implement and use Stacks for solving Recursion problems |
| **Problem Statement:**  Write a program to implement Tower of Hanoi. |
| **Background:**  Tower of Hanoi, is a mathematical puzzle which consists of three towers (pegs) and more than one rings is as depicted −  Tower Of Hanoi  These rings are of different sizes and stacked upon in an ascending order, i.e. the smaller one sits over the larger one. There are other variations of the puzzle where the number of disks increase, but the tower count remains the same. **Rules** The mission is to move all the disks to some another tower without violating the sequence of arrangement. A few rules to be followed for Tower of Hanoi are −   * Only one disk can be moved among the towers at any given time. * Only the "top" disk can be removed. * No large disk can sit over a small disk.  |  |  |  |  | | --- | --- | --- | --- | | Tower of Hanoi puzzle with n disks can be solved in minimum **2n−1** steps  . |  |  |  | |
| **Algorithm (Student Work Area):**  START  Procedure Hanoi(disk, source, dest, aux)  IF disk == 1, THEN  move disk from source to dest  ELSE  Hanoi(disk - 1, source, aux, dest) // Step 1  move disk from source to dest // Step 2  Hanoi(disk - 1, aux, dest, source) // Step 3  END IF    END Procedure  STOP |
| Code (Student Work Area):  import java.io.\*;  import java.math.\*;  import java.util.\*;  class GFG  {  static void towerOfHanoi(int n, char from\_rod, char to\_rod, char aux\_rod)  {  if (n == 0)  {  return;  }  towerOfHanoi(n - 1, from\_rod, aux\_rod, to\_rod);  System.out.println("Move disk " + n + " from rod " + from\_rod + " to rod "  + to\_rod);  towerOfHanoi(n - 1, aux\_rod, to\_rod, from\_rod);  }    public static void main(String args[])  {  int N = 3;    towerOfHanoi(N, 'A', 'C', 'B');  }  } |
| **Output – Screenshots (Student Work Area):** |
| **QUESTION BANK:**   1. **What is Recursion?**   Ans)Recursion is a process in which the function calls itself indirectly or directly in order to solve the problem. The function that performs the process of recursion is called a recursive function. There are certain problems that can be solved pretty easily with the help of a recursive algorithm.   1. **What is Base condition?**   Ans)  In the recursive program, the solution to the base case is provided and the solution to the bigger problem is expressed in terms of smaller problems.   1. **What are the number of steps required to solve n-Disc problem?**   Ans) Tower of Hanoi puzzle with n disks can be solved in minimum 2n−1 steps. |
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| **Objective(s):**  To familiarize the students with linear data structure Queue and its applications. |
| **Outcome:**  The students will be able to implement and use Queues for solving various problems |
| **Problem Statement:**  Write a program to implement Following operations using Queue:   1. Enqueue() 2. Dequeue() 3. Isfull() 4. Isempty() 5. Peek() 6. Using array implementation 7. Using Linked List Implementation |
| **Background:**  **Queue** is also an abstract data type or a linear data structure, just like [stack data structure](https://www.studytonight.com/data-structures/stack-data-structure), in which the first element is inserted from one end called the **REAR**(also called **tail**), and the removal of existing element takes place from the other end called as **FRONT**(also called **head**).  This makes queue as **FIFO**(First in First Out) data structure, which means that element inserted first will be removed first.  Which is exactly how queue system works in real world. If you go to a ticket counter to buy movie tickets, and are first in the queue, then you will be the first one to get the tickets. Right? Same is the case with Queue data structure. Data inserted first, will leave the queue first.  The process to add an element into queue is called **Enqueue** and the process of removal of an element from queue is called **Dequeue**.  Introduction to Queue **Basic features of Queue**  1. Like stack, queue is also an ordered list of elements of similar data types. 2. Queue is a FIFO( First in First Out ) structure. 3. Once a new element is inserted into the Queue, all the elements inserted before the new element in the queue must be removed, to remove the new element. 4. peek( ) function is oftenly used to return the value of first element without dequeuing it. |
| Algorithm (Student Work Area):  begin procedure isfull  if rear equals to MAXSIZE  return true  else  return false  endif    end procedure  begin procedure isempty  if front is less than MIN OR front is greater than rear  return true  else  return false  endif    end procedure  procedure enqueue(data)    if queue is full  return overflow  endif    rear ← rear + 1  queue[rear] ← data  return true    end procedure  procedure dequeue    if queue is empty  return underflow  end if  data = queue[front]  front ← front + 1  return true  end procedure |
| **Code (Student Work Area):**   * + 1. Array   import java.util.\*;  class Queue  {  Scanner sc = new Scanner(System.in);  int f = -1, r = -1;  int n = 10;  int que[] = new int[n];  int data;    void Enqueue(Scanner sc)  {  if(r == (n-1))  {  System.out.println("Overflow Condition!");  }    else  {  System.out.println("Enter data: ");  data = sc.nextInt();  if(f == -1 && r == -1)  {  f=0;  r=0;  que[r] = data;  }  else  {  r = r+1;  que[r] = data;  }  }  }  void Dequeue()  {  if(f == -1 && r == -1)  {  System.out.println("Underflow Condition");  }  else  {  f = f + 1;  }  }  void Display()  {  System.out.println("Items are: ");  for(int i = f; i<=r; i++)  {  System.out.println(que[i]);  }  }  }  public class Queue\_Arr  {  public static void main(String[] args)  {  Queue q = new Queue();  Scanner sc = new Scanner(System.in);  int l;  do  {  System.out.println("Enter your choice: 1-Enqueue, 2-Dequeue, 3-Display");  int c = sc.nextInt();  switch (c)  {  case 1:  {  q.Enqueue(sc);  break;  }  case 2:  {  q.Dequeue();  break;  }  case 3:  {  q.Display();  break;  }  }  System.out.println("Enter 0 to go back to the Main Menu: ");  System.out.println("Or Enter any key to EXIT!");  l = sc.nextInt();  }  while(l==0);  {  System.out.println("EXITED SUCCESSFULLY!");  }  q.Enqueue(sc);  q.Dequeue();  q.Display();  }  } |
| **Output – Screenshots (Student Work Area):**   * + - 1. **Array** |
| **QUESTION BANK:**   1. **What are the applications of queues?**    1. When a resource is shared among multiple consumers. Examples include[CPU scheduling](https://www.geeksforgeeks.org/cpu-scheduling-in-operating-systems/), [Disk Scheduling](https://www.geeksforgeeks.org/disk-scheduling-algorithms/).    2. Spooling in printers    3. Buffer for devices like keyboard 2. **Queues can be implemented with the help of stack. How?**   i. Follow the below steps to implement the push(s, x) operation:   * 1. Enqueue x to q2.   2. One by one dequeue everything from q1 and enqueue to q2.   3. Swap the queues of q1 and q2.   ii. Follow the below steps to implement the pop(s) operation:  a. Dequeue an item from q1 and return it. |
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|  |
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| **Objective(s):**  To familiarize the students with linear data structure Circular Queue and its applications. |
| **Outcome:**  The students will be able to implement and use Circular Queues for solving various problems |
| **Problem Statement:**  Write a program to implement Following operations using Circular Queue:   1. Enqueue() 2. Dequeue()   Using array implementation |
| **Background:**  **Queue** is also an abstract data type or a linear data structure, just like [stack data structure](https://www.studytonight.com/data-structures/stack-data-structure), in which the first element is inserted from one end called the **REAR**(also called **tail**), and the removal of existing element takes place from the other end called as **FRONT**(also called **head**).  This makes queue as **FIFO**(First in First Out) data structure, which means that element inserted first will be removed first.  Which is exactly how queue system works in real world. If you go to a ticket counter to buy movie tickets, and are first in the queue, then you will be the first one to get the tickets. Right? Same is the case with Queue data structure. Data inserted first, will leave the queue first.  The process to add an element into queue is called **Enqueue** and the process of removal of an element from queue is called **Dequeue**.  Circular Queue in C++ **Basic features of Queue**  1. Like stack, queue is also an ordered list of elements of similar data types. 2. Queue is a FIFO( First in First Out ) structure. 3. Once a new element is inserted into the Queue, all the elements inserted before the new element in the queue must be removed, to remove the new element. 4. peek( ) function is oftenly used to return the value of first element without dequeuing it. |
| Algorithm (Student Work Area):  The circular queue work as follows:   * Two pointers FRONT and REAR * FRONT track the first element of the queue * REAR track the last elements of the queue * initially, set value of FRONT and REAR to -1  1. Enqueue Operation  1. check if the queue is full 2. for the first element, set value of FRONT to 0 3. circularly increase the REAR index by 1 (i.e. if the rear reaches the end, next it would be at the start of the queue) 4. add the new element in the position pointed to by REAR  2. Dequeue Operation  1. check if the queue is empty 2. return the value pointed by FRONT 3. circularly increase the FRONT index by 1 4. for the last element, reset the values of FRONT and REAR to -1   However, the check for full queue has a new additional case:   * Case 1: FRONT = 0 && REAR == SIZE - 1 * Case 2: FRONT = REAR + 1   The second case happens when REAR starts from 0 due to circular increment and when its value is just 1 less than FRONT, the queue is full. |
| Code (Student Work Area):  import java.util.\*;  public class CQueue  {  int SIZE = 5;  int front, rear;  int items[] = new int[SIZE];  CQueue()  {  front = -1;  rear = -1;  }    boolean isFull()  {  if (front == 0 && rear == SIZE - 1)  {  return true;  }  if (front == rear + 1)  {  return true;  }  return false;  }    boolean isEmpty()  {  if (front == -1)  return true;  else  return false;  }    void enQueue(int element)  {  if (isFull()) {  System.out.println("Queue is full");  }  else  {  if (front == -1)  front = 0;  rear = (rear + 1) % SIZE;  items[rear] = element;  System.out.println("Inserted " + element);  }  }    int deQueue()  {  int element;  if (isEmpty())  {  System.out.println("Queue is empty");  return (-1);  }  else  {  element = items[front];  if (front == rear)  {  front = -1;  rear = -1;  }  else  {  front = (front + 1) % SIZE;  }  return (element);  }  }  void display()  {    int i;  if (isEmpty())  {  System.out.println("Empty Queue");  }    else  {  System.out.println("Front -> " + front);  System.out.println("Items -> ");  for (i = front; i != rear; i = (i + 1) % SIZE)  System.out.print(items[i] + " ");  System.out.println(items[i]);  System.out.println("Rear -> " + rear);  }  }  public static void main(String[] args)  {  CQueue q = new CQueue();    q.deQueue();  q.enQueue(1);  q.enQueue(2);  q.enQueue(3);  q.enQueue(4);  q.enQueue(5);  q.enQueue(6);  q.display();  int elem = q.deQueue();  if (elem != -1)  {  System.out.println("Deleted Element is " + elem);  }  q.display();  q.enQueue(7);  q.display();  q.enQueue(8);  }  } |
| **Output – Screenshots (Student Work Area):** |
| **QUESTION BANK:**   1. **What are the applications of Circular queues?**   Ans) Memory management: circular queue is used in memory management. Process Scheduling: A CPU uses a queue to schedule processes. Traffic Systems: Queues are also used in traffic systems.   1. **What is the complexity of all operations in Circular Queue?**   Ans) The complexity of the enqueue and dequeue operations of a circular queue is O(1) for (array implementations |
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| **Objective(s):**  To familiarize the students with linear data structure Doubly Ended Queue and its applications. |
| **Outcome:**  The students will be able to implement and use Doubly ended Queues for solving various problems |
| **Problem Statement:**  Write a program to implement Following operations using Doubly ended Queue:   1. Enqueue() 2. Dequeue() 3. Isfull() 4. Isempty() 5. Peek()   Using array implementation |
| **Background:**  **Queue** is also an abstract data type or a linear data structure, just like [stack data structure](https://www.studytonight.com/data-structures/stack-data-structure), in which the first element is inserted from one end called the **REAR**(also called **tail**), and the removal of existing element takes place from the other end called as **FRONT**(also called **head**).  This makes queue as **FIFO**(First in First Out) data structure, which means that element inserted first will be removed first.  Which is exactly how queue system works in real world. If you go to a ticket counter to buy movie tickets, and are first in the queue, then you will be the first one to get the tickets. Right? Same is the case with Queue data structure. Data inserted first, will leave the queue first.  The process to add an element into queue is called **Enqueue** and the process of removal of an element from queue is called **Dequeue**.   **Basic features of Queue**  1. Like stack, queue is also an ordered list of elements of similar data types. 2. Queue is a FIFO( First in First Out ) structure. 3. Once a new element is inserted into the Queue, all the elements inserted before the new element in the queue must be removed, to remove the new element. 4. peek( ) function is oftenly used to return the value of first element without dequeuing it. |
| Algorithm **(Student Work Area):**  Take an array (deque) of size n.  Set two pointers at the first position and set front = -1 and rear = 0.  1. Insert at the Front   1. This operation adds an element at the front. 2. Check the position of front. 3. If front < 1, reinitialize front = n-1 (last index). 4. Else, decrease front by 1. 5. Add the new key 5 into array[front].   2. Insert at the Rear   1. This operation adds an element to the rear. 2. Check if the array is full. 3. If the deque is full, reinitialize rear = 0. 4. Else, increase rear by 1. 5. Add the new key 5 into array[rear].   3. Delete from the Front   * + 1. The operation deletes an element from the front.     2. Check if the deque is empty.     3. If the deque is empty (i.e. front = -1), deletion cannot be performed (underflow condition).     4. If the deque has only one element (i.e. front = rear), set front = -1 and rear = -1.     5. Else if front is at the end (i.e. front = n - 1), set go to the front front = 0.     6. Else, front = front + 1.  4. Delete from the Rear This operation deletes an element from the rear.   1. Check if the deque is empty. 2. If the deque is empty (i.e. front = -1), deletion cannot be performed (underflow condition). 3. If the deque has only one element (i.e. front = rear), set front = -1 and rear = -1, else follow the steps below. 4. If rear is at the front (i.e. rear = 0), set go to the front rear = n - 1. 5. Else, rear = rear - 1.  5. Check Empty This operation checks if the deque is empty. If front = -1, the deque is empty. 6. Check Full This operation checks if the deque is full. If front = 0 and rear = n - 1 OR front = rear + 1, the deque is full. |
| Code (Student Work Area):  Code (Student Work Area):  class Deque  {  static final int MAX = 100;  int arr[];  int front;  int rear;  int size;  public Deque(int size)  {  arr = new int[MAX];  front = -1;  rear = 0;  this.size = size;  }  boolean isFull()  {  return ((front == 0 && rear == size - 1) || front == rear + 1);  }  boolean isEmpty()  {  return (front == -1);  }  void insertfront(int key)  {  if (isFull())  {  System.out.println("Overflow");  return;  }  if (front == -1)  {  front = 0;  rear = 0;  }  else if (front == 0)  front = size - 1;  else  front = front - 1;  arr[front] = key;  }  void insertrear(int key)  {  if (isFull()) {  System.out.println(" Overflow ");  return;  }  if (front == -1)  {  front = 0;  rear = 0;  }  else if (rear == size - 1)  rear = 0;  else  rear = rear + 1;  arr[rear] = key;  }  void deletefront()  {  if (isEmpty())  {  System.out.println("Queue Underflow\n");  return;  }  if (front == rear) {  front = -1;  rear = -1;  } else if (front == size - 1)  front = 0;  else  front = front + 1;  }  void deleterear()  {  if (isEmpty()) {  System.out.println(" Underflow");  return;  }  if (front == rear) {  front = -1;  rear = -1;  } else if (rear == 0)  rear = size - 1;  else  rear = rear - 1;  }  int getFront()  {  if (isEmpty())  {  System.out.println(" Underflow");  return -1;  }  return arr[front];  }  int getRear()  {  if (isEmpty() || rear < 0)  {  System.out.println(" Underflow\n");  return -1;  }  return arr[rear];  }  public static void main(String[] args)  {  Deque dq = new Deque(4);  System.out.println("Insert element at rear end : 12 ");  dq.insertrear(12);  System.out.println("insert element at rear end : 14 ");  dq.insertrear(14);  System.out.println("get rear element : " + dq.getRear());  dq.deleterear();  System.out.println("After delete rear element new rear become : " + dq.getRear());  System.out.println("inserting element at front end");  dq.insertfront(13);  System.out.println("get front element: " + dq.getFront());  dq.deletefront();  System.out.println("After delete front element new front become : " + +dq.getFront());  }  } |
| **Output – Screenshots (Student Work Area):** |
| **QUESTION BANK:**   1. **What are the applications of Doubly ended queues?**  * Applied as both stack and queue, as it supports both operations. * Storing a web browser's history. * Storing a software application's list of undo operations. * Job scheduling algorithm.  1. **What is the complexity of all operations?**   Ans) In a growing array, the amortized time complexity of all deque operations is O(1). Additionally, the time complexity of random access by index is O(1); but the time complexity of insertion or deletion in the middle is O(n). |
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| **Objective(s):**  To familiarize the students with Non-linear data structure Binary Search Tree and its operations. |
| **Outcome:**  The students will be able to implement and use Binary Search Tree for solving various problems |
| **Problem Statement:**  Write a program to implement Following operations using Binary Search Tree:   1. Insertion 2. Deletion 3. Traversal [PREORDER, POSTORDER, INORDER] |
| **Background:**  **Binary Search Tree** is a node-based binary tree data structure which has the following properties:   * The left subtree of a node contains only nodes with keys lesser than the node’s key. * The right subtree of a node contains only nodes with keys greater than the node’s key. * The left and right subtree each must also be a binary search tree.     **Insertion In Binary Search Tree:**  1. Start from the root.  2. Compare the inserting element with root, if less than root, then recurse for left, else recurse for right.  3. After reaching the end, just insert that node at left(if less than current) else right.  **Deletion from Binary Search Tree:**  **1)*Node to be deleted is the*** ***leaf:*** Simply remove from the tree.  50 50  / \ delete(20) / \  30 70 ---------> 30 70  / \ / \ \ / \  20 40 60 80 40 60 80  **2) *Node to be deleted has only one child:*** Copy the child to the node and delete the child  50 50  / \ delete(30) / \  30 70 ---------> 40 70  \ / \ / \  40 60 80 60 80  **3) *Node to be deleted has two children:***Find inorder successor of the node. Copy contents of the inorder successor to the node and delete the inorder successor. Note that inorder predecessor can also be used.  50 60  / \ delete(50) / \  40 70 ---------> 40 70  / \ \  60 80 80 |
| **Algorithm (Student Work Area):**  *Algorithm Inorder(tree)*   1. *Traverse the left subtree, i.e., call Inorder(left->subtree)* 2. *Visit the root.* 3. *Traverse the right subtree, i.e., call Inorder(right->subtree)*   *Algorithm Preorder(tree)*   1. *Visit the root.* 2. *Traverse the left subtree, i.e., call Preorder(left->subtree)* 3. *Traverse the right subtree, i.e., call Preorder(right->subtree)*   *Algorithm Postorder(tree)*   1. *Traverse the left subtree, i.e., call Postorder(left->subtree)* 2. *Traverse the right subtree, i.e., call Postorder(right->subtree)* 3. *Visit the root* |
| Code (Student Work Area):  class Node  {  int key;  Node left, right;  public Node(int item)  {  key = item;  left = right = null;  }  }  class BinaryTree  {  Node root;  BinaryTree() { root = null; }    void printInorder(Node node)  {  if (node == null)  return;    printInorder(node.left);    System.out.print(node.key + " ");    printInorder(node.right);  }    void printInorder() { printInorder(root); }    public static void main(String[] args)  {  BinaryTree tree = new BinaryTree();  tree.root = new Node(1);  tree.root.left = new Node(2);  tree.root.right = new Node(3);  tree.root.left.left = new Node(4);  tree.root.left.right = new Node(5);    System.out.println("\nInorder traversal of binary tree is ");  tree.printInorder();  }  }  class Node1  {  int key;  Node1 left, right;  public Node1(int item)  {  key = item;  left = right = null;  }  }  class BinaryTree1  {  Node1 root;  BinaryTree1() { root = null; }  void printPreorder1(Node1 node)  {  if (node == null)  return;    System.out.print(node.key + " ");    printPreorder1(node.left);    printPreorder1(node.right);  }    void printPreorder1() { printPreorder1(root); }    public static void main(String[] args)  {  BinaryTree1 tree = new BinaryTree1();  tree.root = new Node1(1);  tree.root.left = new Node1(2);  tree.root.right = new Node1(3);  tree.root.left.left = new Node1(4);  tree.root.left.right = new Node1(5);    System.out.println("Preorder traversal of binary tree is ");  tree.printPreorder1();  }  }  class Node2  {  int key;  Node2 left, right;  public Node2(int item)  {  key = item;  left = right = null;  }  }  class BinaryTree2  {    Node2 root;  BinaryTree2() { root = null; }    void printPostorder2(Node2 node2)  {  if (node2 == null)  return;    printPostorder2(node2.left);    printPostorder2(node2.right);    System.out.print(node2.key + " ");  }  void printPostorder2() { printPostorder2(root); }    public static void main(String[] args)  {  BinaryTree2 tree = new BinaryTree2();  tree.root = new Node2(1);  tree.root.left = new Node2(2);  tree.root.right = new Node2(3);  tree.root.left.left = new Node2(4);  tree.root.left.right = new Node2(5);    System.out.println( "\nPostorder traversal of binary tree is ");  tree.printPostorder2();  }  } |
| **Output – Screenshots (Student Work Area):** |
| **QUESTION BANK:**   1. **What is the difference between Binary Tree and Binary Search Tree?**      1. **What is the complexity of all search operations in BST?**   **Binary Search Tree (BST):** BST is a special type of binary tree in which left child of a node has value less than the parent and right child has value greater than parent. Consider the left skewed BST shown in Figure 2.  https://media.geeksforgeeks.org/wp-content/uploads/skewl2.png   * **Searching:** For searching element 1, we have to traverse all elements (in order 3, 2, 1). Therefore, searching in binary search tree has worst case complexity of O(n). In general, time complexity is O(h) where h is height of BST. * **Insertion**: For inserting element 0, it must be inserted as left child of 1. Therefore, we need to traverse all elements (in order 3, 2, 1) to insert 0 which has worst case complexity of O(n). In general, time complexity is O(h). * **Deletion:** For deletion of element 1, we have to traverse all elements to find 1 (in order 3, 2, 1). Therefore, deletion in binary tree has worst case complexity of O(n). In general, time complexity is O(h). |
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| **Objective(s):**  To familiarize the students with different sorting operations. |
| **Outcome:**  The students will be able to implement and use various sorting techniques. |
| **Problem Statement:**  Write a program to implement:   1. Bubble Sort 2. Insertions Sort 3. Selection Sort 4. Quick Sort 5. Merge Sort |
| **Background:**  Sorting is the process of arranging the elements of an array so that they can be placed either in ascending or descending order. For example, consider an array A = {A1, A2, A3, A4, …. An }, the array is called to be in ascending order if element of A are arranged like A1 > A2 > A3 > A4 > A5 > .. > An .  **Consider an array;**  int A[10] = { 5, 4, 10, 2, 30, 45, 34, 14, 18, 9 )  After Sorting array would be:  A[] = { 2, 4, 5, 9, 10, 14, 18, 30, 34, 45 }  There are many techniques by using which, sorting can be performed.   |  |  |  | | --- | --- | --- | | **SN** | **Sorting Algorithms** | **Description** | | 1 | [Bubble Sort](https://www.javatpoint.com/bubble-sort) | It is the simplest sort method which performs sorting by repeatedly moving the largest element to the highest index of the array. It comprises of comparing each element to its adjacent element and replace them accordingly. | | 2 | [Insertion Sort](https://www.javatpoint.com/insertion-sort) | As the name suggests, insertion sort inserts each element of the array to its proper place. It is a very simple sort method which is used to arrange the deck of cards while playing bridge. | | 3 | [Merge Sort](https://www.javatpoint.com/merge-sort) | Merge sort follows divide and conquer approach in which, the list is first divided into the sets of equal elements and then each half of the list is sorted by using merge sort. The sorted list is combined again to form an elementary sorted array. | | 4 | [Quick Sort](https://www.javatpoint.com/quick-sort) | Quick sort is the most optimized sort algorithms which performs sorting in O(n log n) comparisons. Like Merge sort, quick sort also work by using divide and conquer approach. | | 5 | [Selection Sort](https://www.javatpoint.com/selection-sort) | Selection sort finds the smallest element in the array and place it on the first place on the list, then it finds the second smallest element in the array and place it on the second place. This process continues until all the elements are moved to their correct ordering. It carries running time O(n2) which is worst than insertion sort. | |
| Code (Student Work Area):  BubbleSort  public class BubbleSort {  static void bubbleSort(int[] arr) {  int n = arr.length;  int temp = 0;  for(int i=0; i < n; i++){  for(int j=1; j < (n-i); j++){  if(arr[j-1] > arr[j]){    temp = arr[j-1];  arr[j-1] = arr[j];  arr[j] = temp;  }    }  }    }  public static void main(String[] args) {  int arr[] ={3,60,35,2,45,320,5};    System.out.println("Array Before Bubble Sort");  for(int i=0; i < arr.length; i++){  System.out.print(arr[i] + " ");  }  System.out.println();    bubbleSort(arr);    System.out.println("Array After Bubble Sort");  for(int i=0; i < arr.length; i++){  System.out.print(arr[i] + " ");  }    }  }  Insertion Sort  public class InsertionSort {  public static void insertionSort(int array[]) {  int n = array.length;  for (int j = 1; j < n; j++) {  int key = array[j];  int i = j-1;  while ( (i > -1) && ( array [i] > key ) ) {  array [i+1] = array [i];  i--;  }  array[i+1] = key;  }  }    public static void main(String a[]){  int[] arr1 = {9,14,3,2,43,11,58,22};  System.out.println("Before Insertion Sort");  for(int i:arr1){  System.out.print(i+" ");  }  System.out.println();    insertionSort(arr1);    System.out.println("After Insertion Sort");  for(int i:arr1){  System.out.print(i+" ");  }  }  }  Merge Sort  class MergeSort {  void merge(int arr[], int l, int m, int r)  {  int n1 = m - l + 1;  int n2 = r - m;  int L[] = new int[n1];  int R[] = new int[n2];  for (int i = 0; i < n1; ++i)  L[i] = arr[l + i];  for (int j = 0; j < n2; ++j)  R[j] = arr[m + 1 + j];  int i = 0, j = 0;    int k = l;  while (i < n1 && j < n2) {  if (L[i] <= R[j]) {  arr[k] = L[i];  i++;  }  else {  arr[k] = R[j];  j++;  }  k++;  }  while (i < n1) {  arr[k] = L[i];  i++;  k++;  }  while (j < n2) {  arr[k] = R[j];  j++;  k++;  }  }  void sort(int arr[], int l, int r)  {  if (l < r) {    int m = l + (r - l) / 2;    sort(arr, l, m);  sort(arr, m + 1, r);    merge(arr, l, m, r);  }  }  static void printArray(int arr[])  {  int n = arr.length;  for (int i = 0; i < n; ++i)  System.out.print(arr[i] + " ");  System.out.println();  }    public static void main(String args[])  {  int arr[] = { 12, 11, 13, 5, 6, 7 };  System.out.println("Given Array");  printArray(arr);  MergeSort ob = new MergeSort();  ob.sort(arr, 0, arr.length - 1);  System.out.println("\nSorted array");  printArray(arr);  }  }  Quick Sort  import java.io.\*;  class QuickSort {  static void swap(int[] arr, int i, int j)  {  int temp = arr[i];  arr[i] = arr[j];  arr[j] = temp;  }  static int partition(int[] arr, int low, int high)  {  // pivot  int pivot = arr[high];  int i = (low - 1);  for (int j = low; j <= high - 1; j++) {  if (arr[j] < pivot) {  i++;  swap(arr, i, j);  }  }  swap(arr, i + 1, high);  return (i + 1);  }  static void quickSort(int[] arr, int low, int high)  {  if (low < high) {  int pi = partition(arr, low, high);  quickSort(arr, low, pi - 1);  quickSort(arr, pi + 1, high);  }  }  static void printArray(int[] arr, int size)  {  for (int i = 0; i < size; i++)  System.out.print(arr[i] + " ");  System.out.println();  }  public static void main(String[] args)  {  int[] arr = { 10, 7, 8, 9, 1, 5 };  int n = arr.length;  quickSort(arr, 0, n - 1);  System.out.println("Sorted array: ");  printArray(arr, n);  }  }  // This code is contributed by Ayush Choudhary  Selection Sort  public class SelectionSort {  public static void selectionSort(int[] arr){  for (int i = 0; i < arr.length - 1; i++)  {  int index = i;  for (int j = i + 1; j < arr.length; j++){  if (arr[j] < arr[index]){  index = j;  }  }  int smallerNumber = arr[index];  arr[index] = arr[i];  arr[i] = smallerNumber;  }  }    public static void main(String a[]){  int[] arr1 = {9,14,3,2,43,11,58,22};  System.out.println("Before Selection Sort");  for(int i:arr1){  System.out.print(i+" ");  }  System.out.println();    selectionSort(arr1);    System.out.println("After Selection Sort");  for(int i:arr1){  System.out.print(i+" ");  }  }  } |
| **Output – Screenshots (Student Work Area):**  **Shape  Description automatically generated with medium confidenceShape  Description automatically generated with medium confidenceGraphical user interface, application  Description automatically generated** |
| **QUESTION BANK:**  **Compare and contrast all Sorting techniques?**  **Ans. Bubble sort and Insertion sort –**  **Average and worst case time complexity: n^2**  **Best case time complexity: n when array is already sorted.**  **Worst case: when the array is reverse sorted.**    **Selection sort –**  **Best, average and worst case time complexity: n^2 which is independent of distribution of data.**    **Merge sort –**  **Best, average and worst case time complexity: nlogn which is independent of distribution of data.**  **Insertion sort –**  **Best, average and worst case time complexity: nlogn which is independent of distribution of data.**    **Quick sort –**  **It is a divide and conquer approach with recurrence relation:**    **T(n) = T(k) + T(n-k-1) + cn**  **Worst case: when the array is sorted or reverse sorted, the partition algorithm divides the array in two subarrays with 0 and n-1 elements. Therefore,**    **T(n) = T(0) + T(n-1) + cn**  **Solving this we get, T(n) = O(n^2)**  **Best case and Average case: On an average, the partition algorithm divides the array in two subarrays with equal size. Therefore,** |